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Abstract

Test-Driven Development (TDD) is one of the cornerstone practices of the Extreme Programming

agile methodology. Today, despite the large scale adoption of TDD in industry, including large

software firms such as Microsoft and IBM, its usefulness with regard to the quality and productivity

constructs is still under question. Empirical Research has failed to produce conclusive results;

all possible results have been reported for both constructs. This research adopts non-empirical

measures to gain a deeper understanding of TDD. A two-phased approach has been undertaken

towards the goal. The first phase involves conducting a meta-analysis of past empirical research.

The meta-analysis quantitatively combines the results of individual empirical studies and identifies

moderator variables that could potentially govern the performance of TDD. The second phase

of the approach involves the construction of a simulation model of a TDD-based development

process. The presented model further analyzes the impact of changes in moderator variables.
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Chapter 1

Introduction

1.1 Motivation

Software Quality and Development Productivity are two of the most important variables in soft-

ware engineering research. Today’s fast and dynamically changing work climate imposes the con-

straint of delivering software only of the highest quality in order to facilitate businesses in carrying

out their day-to-day mission critical tasks. Additionally, the development team must maximize

their productivity and deliver the final product within the minimal amount of time. Attempting to

harmonize these opposing objectives, researchers in the field of software engineering have been

engaged in formulating better ways of developing software.

Research efforts in this area have been formalized with the development of process models.

The earliest of these models, the Waterfall model, was formulated by Royce in 1970 [74]. Today,

four decades later, originating from discussion on Royce’s model an array of software process

models exist including the Spiral model [10], the V-shaped model [27], the Incremental model

[51] etc.

Arguably, in this area of research the topic that has received the most widespread attention

within the last decade is that of Agile methodologies. In 2001, a group of software pioneers met

in Utah, U.S.A in hopes of attaining a common ground on possible solutions to issues facing

contemporary software development. What emerged from their meeting is now known as the

Manifesto for Agile Development [7]. The Agile paradigm, unlike previous ones, does not provide

a concrete model specifying the activities to be carried out and the order in which they are to
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occur. Rather, it lays out in abstract terms the foundational principles underlying a successful

development process.

All of the agile development methodologies are rooted in iterative and incremental development

(IID) [51]. In IID the system is incrementally developed through the repeated iteration of small

design, code and test phases. Today, IID itself is widely practised in industry and is regarded by

many as the “modern” replacement of the Waterfall model [51].

Presently, a variety of implementations of Agile principles, known as Agile methodologies,

can be found, the most of popular of which are Extreme Programming (XP) [6], Scrum [78] and

Feature-Driven Development (FDD) [69].

The Extreme Programming(XP) process is characterized by 12 core practices [6]. In recent

years the XP process has by far been the most investigated subject within empirical research under

the agile domain [20]. Despite the fairly large number of empirical studies there is little concrete

evidence on the usefulness of XP; usefulness is meant to imply the effectiveness of XP in being

able to positively influence the quality and productivity outcome constructs. According to Dyba &

Dingsoyr [20], this is largely due to studies suffering from differences in design, quality, consis-

tency and directness. In light of this issue, one approach that seems promising is to individually

examine each of XP’s practices and ascertain whether or not it contributes towards the high level

goals of improving quality and productivity.

Test-Driven Development (TDD) is one of the cornerstone practices of a XP-based develop-

ment process. Today TDD is being widely adopted in industry, including large software firms such

as Microsoft and IBM [66], both as part of a larger adoption of an XP-style development process

and as a stand-alone practice. Despite the large scale adoption of TDD, its usefulness with regard

to software quality and productivity is still under question. Similar to XP, in previous years much

empirical research has been conducted in the area of investigating the efficacy of TDD. However,

this research has failed to produce conclusive results, and in fact, all possible outcomes—positive,

negative, and neutral—have been reported for both software quality and developer productivity
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improvements in empirical studies [47]. Why is it important to analyze the effectiveness of TDD?

According to [79]:

“TDD is the heart of XP’s programming practices. Without it, all of XP’s other technical prac-

tices will be much harder to use.”

In view of the important role played by the TDD practice in the success of an XP implementa-

tion and the high rate of adoption of both XP and stand-alone TDD in industry, an analysis of the

impact of TDD is warranted.

This research aims to adopt non-empirical measures to gain a deeper understanding of a TDD-

based development process.

In the next section we provide a more detailed description of TDD. Also, we describe the two

traditonal forms of development whose performances have been used to benchmark the perfor-

mance of TDD in empirical trials. Following that, we briefly discuss the approach taken in this

research. Finally, we conclude this chapter stating the contributions of this thesis and outlining the

organization of the remaining chapters.

1.2 Background on TDD

The following section assumes, in accordance with literature on requirements gathering in the

agile paradigm, that requirements have been collected in the form of user stories. A User Story

is a description of the functionality to be implemented from the client’s perspective [17]. It can

be broken into story points during estimation, and subsequent implementation, where each story

point represents a fraction of the functionality comprising the user story.
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Figure 1.1: Comparison between Waterfall, ITL and TDD style development. (Adapted from
Pancur & Ciglaric [70] and Janzen & Saiedian [41])

1.2.1 Waterfall and ITL-style development

The Waterfall model [74] prescribes a single iteration through the design, implementation and

testing phases where the artifacts of each stage are completed and passed to the next stage of

processing. A flowchart illustrating the development flow in a Waterfall-based process is shown

in the leftmost diagram of Figure 1.1. Following this approach, all requirements are understood

and a detailed design of the system is prepared upfront [41]. Following that, all the requirements

are implemented in one go. Next, all tests related to the implementation functionality are written

and run. Lastly, the code related to the failed tests is reworked until the respective tests pass. In a

nutshell, the Waterfall approach prescribes that all user stories (i.e. requirements) are collectively

designed, then implemented and finally tested.
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Iterative Test-last (ITL) style development is a variant of the Waterfall model that is incremental

and iterative. A flowchart illustrating the development flow in a ITL-based process is shown in the

middle diagram of Figure 1.1. Following the ITL approach, the development of each story is spread

out into multiple iterations. In each iteration a ‘small’ chunk of functionality expressed by the story

is completed. Each iteration begins with the implementation of a chunk of functionality. Once

completed, the implementation is succeeded by the preparation of tests related to that specific piece

of functionality. This is followed by these tests being run and any failing code being reworked.

After all tests pass, if necessary, the code is refactored before moving on to the next iteration. In this

manner the entire story is completed iteratively piece-by-piece. An important difference between

Waterfall-style and IT-style development is how the functionality is designed. In Waterfall-style

development a detailed design is prepared upfront prior to implementation whereas when following

the ITL approach only the high-level architecture is decided upfront with the intent of allowing the

design to evolve as the implementation progresses, and be continually improved through regular

refactorings.

1.2.2 TDD-style development

Test-Driven Development(TDD) is defined as the combination of Test-First development, in which

unit tests are written before the implementation code needed to pass those tests [4], and refactoring,

which includes restructuring a piece of code that passes the tests in order to reduce its complexity

and improve its clarity, understandability, extendibility, and/or maintainability [5]. According to

Beck [5], the individual who is accredited for formalizing the notion of TDD, the rhythm of TDD

can be described by the following steps:

1. Add a test
2. Run all tests and see the new one fail
3. Write just enough code to pass the test
4. Run all tests and see them all succeed
5. Refactor to remove duplication
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A flowchart illustrating the development flow in a TDD-based process is shown in rightmost

diagram in Figure 1.1. TDD proposes a restructuring of the activities that make up a development

process. In addition to being iterative and incremental, TDD brings two major changes. Firstly,

as mentioned earlier, in each iteration development proceeds by one test with the test being writ-

ten before the implementation code required to pass it. Secondly, a detailed design upfront is

abandoned and replaced with the practice of refactoring working code frequently.

1.2.3 Comparison between traditional and TDD-style development

Stemming from the re-organization of the code-test sequence, the adoption of TDD requires a

conceptual shift in developer mindset [40]. Developers are now forced to initially look at the sys-

tem from the client’s perspective thus contemplating the scenarios the code would be required to

handle and determining potential breakpoints along execution paths prior to the actual implemen-

tation. Such a change in mindset cannot be expected to be brought about overnight and can take

both Waterfall and ITL developers at least a couple of weeks to fully grasp [81].

When practicing TDD the burden of both designing and testing the system is partially placed

on the developers themselves. Hence another prerequisite of conventional developers proficiently

carrying out all TDD-related tasks is that they must improve their testing and design levels to a

level comparable to that of dedicated professionals in these areas. In comparison with pure ITL-

style development, this prerequisite disappears as developers are already performing design and

testing related tasks.

Advocates of TDD claim that implementing the practice results in significant improvements in

two variables over the life of the development cycle. Firstly, they claim that TDD results in large

improvements in test coverage. TDD prescribes that a line of code is not written unless there is an

accompanying failing test. Intuitively, in comparison with Waterfall-style development, due to this

constraint a much higher level of test coverage is expected over the course of system development.
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In comparison with ITL-style development, the difference in coverage is not likely to be as large

as that with Waterfall-style development, however it is dependant on how rigorously the code is

tested in absence of a TDD-like constraint.

Secondly, TDD supporters claim that the practice significantly improves the design quality.

Both TDD and ITL take a different approach to design sometimes referred to as Agile Design

[77]. In agile design the detailed architecture of the system is not preset, rather it is allowed to

emerge incrementatlly over the course of development whilst making continual improvements via

refactoring. At any point during system development the design only accounts for present needs

but not speculative needs [92].

Thirdly, unlike both of the Test-Last approaches, in TDD tests are used to “drive” the design.

Related to the “driven” aspect, in TDD the initial decomposition of the user story into smaller

chunks is based on a focus towards independent testability, and the tests are intended to specify

what the code should do which essentially is a design and analysis step [40]. Considering signif-

icant changes in the process leading to design decisions, one can hypothesize that the resulting

design will exhibit different characteristics in terms of complexity, coupling and other design mea-

sures. However, empirical research investigating the design aspect of TDD has been inconclusive,

and hence no definite claims can be made [47].

1.3 Research Approach

This research aims to analyze the efficacy of TDD in terms of two, arguably most important,

outcome constructs: software quality and productivity. Typically, the former is assessed as external

code quality, i.e., the number of defects per given code size unit (line of code or another suitable

measure), while the latter is expressed as the number of given units produced by a developer in a

given time frame (day or month) [23].

Empirical research analyzing the impact of TDD on these two constructs provides inconsistent
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results. While some studies report large improvements with regard to one or both of these outcome

constructs, others have the found the influence of the practice as not being significant and in some

cases negative results have also been noted.

Due to the vast amount of empirical literature already available, we opted for a non-empirical

approach to address this issue. The rationale behind this choice is as follows. Although empirical

trials provide the most transparent view of the efficacy of a development practice/methodology, the

generalizability of a trial’s results is always a major cause of concern as the results are very depen-

dant on the experimental setting in which the trial was conducted. Nevertheless, results common

amongst multiple studies can, to a greater extent, be considered universally applicable. Following

this intuition, this research intends to exploit existing research to obtain a better understanding of

a TDD-based process.

In particular, a two-phased approach has been adopted in this research. The first phase involves

conducting a meta-analysis of past empirical research. This research is not the first in its intent

on combining results from previous empirical studies. However, all of the existing reviews take a

qualitative approach towards combining results while this research undertakes a quantitative one.

Additionally, the meta-analysis aims to identify moderator variables that could potentially govern

the performance of TDD in a particular context.

The second phase of the presented approach involves the construction of a simulation model

of a TDD-based development process. Software process simulation (SPS) offers an inexpen-

sive alternative to empirical trials for analyzing the effects of policy changes such as the adop-

tion/manipulation of development practices/methodologies. For this phase of the research the

available literature on the effects of TDD is aggregrated for the construction of a System Dy-

namics (SD) simulation model of a TDD-based process. The intent of the modeling process is to

contribute towards the larger scale effort of a SD model of a XP-based development process. As

an application of the model, it is simulated to obtain a deeper insight into the impact of changes in

the previously identified moderator variables on software quality.
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1.4 Contributions of this thesis

This thesis has two main contributions:

• A meta-analysis of empirical studies on the impact of TDD on external quality and produc-

tivity. The analysis commences with an examination of the differences in rigor level amongst

the selected studies. Following this, meta-analytical techniques [52] are applied to derive ef-

fect sizes for trials in the selected studies and subsequently a summary effect size. Next, the

studies are grouped based on their experimental context, and then differences between the

results of subgroups are analyzed. Lastly, the impacts of potential moderator variables are

investigated.

• To the best of my knowledge, this research is the first to present a System Dynamics simu-

lation model of a TDD-based process. The development process is modeled at the iteration

level where the steps in each iteration are described in Figure 1.1. The scope of this model

is limited to examining TDD as a stand-alone practice. As an application of the presented

model, the impacts of changes in the moderator variables, identified earlier, are simulated

and subsequently analyzed.

1.5 Organization of this thesis

This thesis is organized as follows:

Chapter 2 reviews the related work and is split into two sections the first of which provides

details of previous reviews on TDD, corresponding to the first contribution of this thesis, and

the latter providing a brief modeling description and results of previous studies that employ SD

simulation modeling to to analyze practices/methodologies within the agile paradigm.

Chapter 3 provides details of the meta-analysis on TDD outlining the methodology of study

selection and effect size calculation, the results of the analysis and evidences on the identified
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potential moderator variables.

Chapter 4 presents the TDD SD model commencing with an overview of SD modeling, fol-

lowing that with a description of the TDD model and concluding with an analysis of the impact of

the moderater variables.

Finally, Chapter 5 provides a summary of the present work and highlights promising directions

for future research.

Extra details regarding the research highlighted in Chapter 3 and Chapter 4 are given in Ap-

pendix A and Appendix B respectively.
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Chapter 2

Related Work

2.1 Previous Reviews on TDD

This section presents a summary of the methodology and results of three previous reviews of

empirical studies on TDD. The presented reuslts are limited to those on the external quality and

productivity outcome constructs.

Siniaalto [82] examined the findings of 13 studies. Studies were classified into three categories

depending on whether they were conducted in an industrial, semi-industrial, or academic context.

With regard to quality, strong improvements were found amongst the studies conducted in the

industrial context; however, in the other two groups improvements varied between significant and

small to non-existent. With regard to productivity, studies within the industrial and semi-industrial

groups reported all possible outcomes, while the results from the academic group were limited to

non-negative impact.

Kollanus [47] conducted a review of 40 studies. Studies were classified based to their experi-

mental design into three categories: controlled experiments, case studies, and other studies. Weak

evidence was found for an overall improvement in quality whereas moderate evidence was found

for an overall drop in productivity. Several studies were found to report that the improvement in

quality coincided with a drop in productivity. Using intuition given in one of the analyzed studies

[37], it was hypothesized that an improvement in quality, and subsequently a drop in productivity,

could be the result of increased test effort rather than an intrinsic benefit of TDD.

Turhan et al. [88] conducted a review of 22 studies; this review was further summarized and
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contrasted with expert opinion in [80]. Similar to Kollanus [47], studies were divided into con-

trolled experiments, pilot studies, and industrial-use studies; additionally, studies were classified

as being high-rigor or low-rigor. The rigor rating of a study was determined by three variables:

developer experience, process definition and scale of study (determined by the number of subjects

and task size). Rather than formulating an overall conclusion with respect to each of the outcome

constructs, the authors commented on the performance of TDD in each of the three groups. The

majority of the industrial-use and pilot studies reported a positive effect on quality but results

on controlled experiments were inconclusive. With regard to the productivity construct, results

were inconsistent with controlled experiments, pilot studies and industrial studies suggesting an

improvement in productivity, mixed effects and worse productivity respectively. After filtering

low-rigor studies, results related to quality in each category were found to be more spread out with

the results from the controlled experiments and the industrial studies leaning towards no difference

in quality and the results from the pilot studies still leaning towards an improvement. Even when

low-rigor studies were not being considered, no definite conclusions could be derived regarding

the productivity impact of TDD in each of the three categories.

All three reviews described here have similar shortcomings that are addressed in the forthcom-

ing meta-analysis. In particular, my research differs from them in a number of important aspects:

1. Focus is placed on externally observable variables, namely defect density and developer

productivity, both of which are directly measurable. Internal code quality is not considered

as there is no widely accepted measure for it. Also, test coverage is not considered as studies

differ in the type of coverage (line, branch, method etc.) they report.

2. A quantitative approach has been adopted to measure the magnitude of the improvement/drop

in each investigated empirical study. This permits a comparison of TDD’s performance

amongst the studies and allows the calculation of a summary value which indicates the over-

all magnitude of change TDD has shown in the studies thus making conclusions from the
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review more meaningful.

3. Studies are divdided in two categories only, based on the experimental context (i.e., aca-

demic/industrial), thus avoiding the risk of having too few studies in a group which might

lead to results that can’t easily be generalized.

4. The meta-analysis is limited to studies that conform to the textbook definition of TDD with

the exception of small differences, thus minimizing the risk that an observed effect is due

to some other factor in addition to, or even instead of, TDD itself. Moreover, research

works that report results already mentioned in another research work, that itself have been

included/excluded, are excluded from the analysis.

5. An integral part of the meta-analysis is the investigation into moderator variables that govern

TDD’s performance. Although this aspect has been briefly discussed by Shull et al. [80], this

research takes a deeper look into the analyzed emprical studies, identifies potential moderator

variables and supports them with empirical evidence.

2.2 System Dynamics Modeling in the Agile Domain

This section presents a summary of studies that have modeled some aspect of agile software de-

velopment using System Dynamics modeling. Research works in this area can be divided into two

categories. The first category of works analyze the development process at a relatively low level

and typically involve an investigation of the effects of individual agile practices such as Test-Driven

Development, Pair Programming etc. In the second category of works, the development process is

viewed at a relatively higher level and these works usually involve the modeling and analysis, in

whole or in part, of agile methodologies such as XP, FDD, Scrum etc. which are comprisd of a set

of agile practices.

Misic et al. [63] analyse two practices from the XP methodology namely Pair Programming
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(PP) and pair switching, and frequent task switching. The authors aim to investigate the impact of

variables that govern the performance of these two practices. With regard to the earlier practice,

two variables are identified as having a moderating effect: psychological compatibility and pair

adaption speed. With regard to the latter, the only moderator variable identified is task learning

speed. Based on their simulations, the authors make the observations that for a successful XP

implementation, that includes the two investigated practices, managers must pay more attention

towards psychological compatibility of pairs and should avoid frequent pair and task switching un-

less the pair adaption and task learning speeds, respectively, are higher than the industry threshold.

Wernick & Hall [90] use simulation modeling to analyse the impact of PP on trends in software

evolution. They develop a high level SD model of a ‘base’ software development process and then

simulate it under different parameter settings. Each parameter setting corresponds to an advantage

brought about by applying PP for example, in one setting the input effort is reduced citing that

this benefit was reported in a previous empirical trial. The simulated advantages include reduction

in development time, input effort, fault generation and an improvement in system maintainabil-

ity/code design. Results from their simulation runs indicated that PP promotes system longevity

and leads to requirements being delivered faster.

Cao et al. [14], rather than focusing on a specific agile methodology, present an SD model

that is a integration of smaller submodels or subsystems(co-flows) which collectively model a set

of agile practices. The modeled practices include agile planning, short iterations, customer in-

volvement, refactoring, unit testing and pair programming. The submodels simulate the following

sectors of agile software development: customer involvement, change management, agile planning

and control, and refactoring and quality of design. The presented model was used for analyzing

the impact of the refactoring practice on project performance and the economics of PP. The refac-

toring process was found to impact the cost-of-change which during the simulation process varied

cyclically and increased over time. Moreover, it was observed that projects could be delayed due to

major refactoring cycles. With regard to the results on the latter practice, PP was found to reduce
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the cost of each task delivered, the cost of rework and the total cost of refactoring. Results pertain-

ing to the refactoring practice in this study were used as the foundation for the design co-flow in

my research.

Kuppuswami et al. [49] modeled a development process that employed twelve XP practices.

The aim of the modeling process was to investigate the effect of individual XP practices on the

cost of change curve. Based on the authors’ measurement framework, they noted that each of the

practices lowered the cost-of-change depending on the extent of their usage. The simulation results

further depicted that the largest impact on the cost-of-change was made by the onsite-customer

practice and the smallest impact was made by the refactoring practice.

Yong & Zhou [96] also modeled an XP-based development process albeit at a slight higher level

than Kuppuswami et al. [49]. The authors have a modeling goal similar to that of [49]; to analyze

the effect of individual XP practices on development time. As an application of the presented

model, tested the impact of inclusion/exclusion of the TDD and PP practices on development time.

Results from the simulation process depicted that both practices lower development time; a 20 %

drop in finish time was noted when both practices were included.

Wu & Yan [93] modeled an XP-based development process at a level of detail similar to Yong

& Zhou [96]. However, in [93] the impacts of all practices other than XP were collected modeled

using a single model element. This research aimed to use the SD model to assess the extent of

the impact of PP on development time. After simulating the inclusion/exclusion of the PP practice

under different conditions of task size and workforce size, the author concluded that the adoption

of PP does reduce development time however the magnitude of the improvement is small and the

order of 3%.

The above studies indicate that research on SD modeling within the agile domain still remains

largely unexplored. The majority of the available studies focus on the XP methodology at large or

analyzing the Pair Programming practice. The impact of TDD has only been modeled at a very

high level typically as a simple model element. To the best of our knowledge, this research is the
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first to employ software process simulation modeling to perform an in-depth analysis of the impact

of TDD on software development.
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Chapter 3

Meta-Analysis on TDD

This section presents a meta-analysis of empirical research on TDD that has been published up

to December 2010. The analysis has been conducted whilst adhering to the general guidelines

for reviews in software engineering [46]. While every effort was made to include all studies,

the review is limited to studies that compare the performance of TDD with a more conventional

development process in an empirical setting as will be described below. Additionally, research

reported in this paper is limited to aggregating empirical findings on two, arguably most important,

outcome constructs: software quality and productivity.

3.1 Methodology

The Meta-Analysis approach has gained considerable attention in the last twenty-plus years as

one of the effective ways to quantitatively summarize and, if possible, interpret the results of a

collection of single studies on a given topic [38]. The analysis proceeds through a number of

distinct steps, as follows.

3.1.1 Study Identification and Selection

The identification and selection process was divided into three stages.

First, we identified candidate studies by querying electronic databases for articles either pub-

lished in peer-reviewed journals or included in proceedings of conferences. The databases that

were searched include ACM Digital Library, IEEEXplore, SpringerLink, ISI Web of Science, and
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Scopus. Each database was queried using the strings ‘Test Driven Development,’ ‘Test First De-

velopment,’ and ‘TDD’ with the search parameters set to look in the Article Title, Abstract and

Keyword fields. The generated matches were filtered so that only those studies included in peer-

reviewed journals or proceedings from conferences would be displayed, and subsequently selected

for the next stage of processing.

The matches from the first stage were pre-screened for relevance, which was primarily done

by reading through the titles and abstracts but in some cases also involved going through the in-

troduction. All research studies that were found to be relevant and those whose relevance was still

unclear were selected for a more detailed analysis in the next stage.

In the final stage, all of the selected studies were read and filtered based on the inclusion and

exclusion criteria mentioned in the next section. Accordingly, a final list of studies was derived

that would form the subject of the meta-analysis.

3.1.2 Inclusion and exclusion criteria

Studies were included in this meta-analysis if they reported results from one or more trials in which

the effectiveness of TDD was compared with that of a more traditional (i.e., Test-Last) approach.

Such trials took the design of subjects being divided into two or more groups, each of which devel-

oped the same or similar products with at least one group following either development approach.

Studies were only included if they reported quantitative data on at least one of the investigated out-

come constructs. The use of other agile practices along with TDD was not considered as a limiting

factor although it is recognized as a threat to the validity of this analysis; this and other threats are

discussed in more detail in Section 3.2.5. Also, the strict operationalization of the outcome con-

structs was not a mandatory requirement for inclusion, as it was desirable to incorporate as many

relevant studies as possible.

During the selection process, a number of studies were deemed unsuitable for inclusion in our
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study, due to the following.

• Some studies lack a quantitative component, relying instead on qualitative assessment or

practitioner perceptions [62; 48; 73]; as a result, their findings are impossible to include in

the meta-analysis.

• Some studies provide data obtained only with TDD, possibly over multiple releases of the

same product, but without the control group [2; 76]. Therefore, discussing improvements

obtained through TDD is not possible.

• Some studies focus on other outcome constructs, mostly design quality but also test coverage

[42; 41; 55; 57; 81; 83; 84]. However, this approach suffers from two drawbacks. First, both

measures are, at best, only indirect measures of quality. Second, there is no unified metric

for either of them; in particular, design quality is notoriously difficult to assess. Therefore,

we have decided against using these variables as outcome constructs in this analysis.

• In some cases, the development process did not follow TDD with sufficient rigor: e.g., in

studies reported in [21; 22] subjects received feedback and were allowed to verify the com-

pleteness of their tests multiple times prior to submission; in [95], tests in the treatment group

were authored before or in conjunction with code; finally, in [58], both TDD and traditional

processes are applied to the same code interchangeably, which makes their impact difficult

to ascertain.

• Finally, papers that simply repeated the results of another paper were not considered, as is

the case with [13], [60], and [28], which contain similar or less extensive data as [12], [91],

and [29], respectively.

It is important to add that the exclusion does not imply that these studies are without merit;

it simply means that the approach taken in these studies did not align well with the goals of this

analysis.
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3.1.3 Data Extraction

The data extracted from the studies was classified into three categories: Context, Rigor, and Out-

puts. The earlier two categories were intended to provide a description of each study whereas the

latter presents the different formats in which data was reported in the studies. The attributes in

each category are described next.

Attributes in the Context category provide high-level information of the study and include:

• trial, name of the trial (set to the authors’ name of the respective study. If the study reports

results on multiple trials that are treated individually then authors’ names are followed by

T$ where $ indicates the trial number);

• subjects, number of subjects in the study;

Attributes in the Rigor category aimed to assist in identifying the extent of the universal ap-

plicability of a study’s results, according to the criteria for study rigor described in [80]. These

attributes include the following:

• CI, specifies whether the development process in the control group was iterative and incre-

mental;

• OA, indicating whether other agile practices such as pair programming were included in

either of the development processes;

• experience, development or programming experience of the subjects;

• size, task size of the final application;

• duration, duration of the project;

• conformance, information about process conformance (i.e., adherence to the widely accepted

principles of TDD development);
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• training, details of training the subjects may have received prior to the trial.

The last category, Outputs, as mentioned earlier, contained attributes for the common formats

in which results were reported amongst the studies. Some studies reported their results in multiple

formats and those included in this category are not the only ones in which results were reported.

This category is comprised of two subcategories that were formulated while reading the papers

during the selection process. In particular, studies were identified as being in two distinct categories

with regard to how they reported their results; each subcategory of Output attributes corresponds

to a category of studies and includes the output formats that were selected for subsequent effect

size calculation, as described in the next subsection, in this category of studies.

Studies in one category reported their results using a notation that allowed tests of statisti-

cal significance to be run, i.e., they reported the mean and standard deviation of the results of

each of the subject groups, and perhaps also the p-value. Evidently, these results facilitate further

manipulation needed for the meta-analysis. Studies in the other category reported only either the

percentage improvement, and/or a single value for an outcome construct for each group, which was

then transformed, prior to conducting the meta-analysis, into a percentage improvement value. As

such, the attributes in the Output category include:

• µi(x), mean value of variable x, where x denotes quality or productivity in study i, for each

of the treatment (TDD) or control (traditional) groups;

• σi(x), standard deviation of variable x in study i for each of the groups above;

• vi, within-study variance in study i;

• p− valuei, denotes the probability that in study i the difference in the results of the two

groups is due to chance (i.e., assuming that the null hypothesis is true);

• %imprvi, percent improvement obtained by the treatment group over the control group in

study i.
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Data pertaining to the Context and Rigor categories is given in subsection 3.2.1 of the Results

section in Tables 3.1 and 3.2. Data pertaining to the Output category is not mentioned in this

handout to avoid redundancy as the calculated effect sizes for the individual studies are given in

the Results section.

3.1.4 Statistical analysis

The effect size is defined as the magnitude of the difference in final result upon employing either

development approach (i.e. TDD and traditional). The originally intended procedure was to com-

pute a standardized effect size [30] for each of the analyzed trials and then to synthesize individual

effect sizes into a summary effect size using one of the common meta-analytical statistical mod-

els. However, the larger share of studies, in particular among the industrial ones, had not provided

enough data for standardized effect size calculation. Consequently, the analysis was split into two

sub-analyses, dubbed Standardized and Unstandardized. For the former, standardized effect sizes

were calculated wherever possible, and subsequently combined using the meta-analytical statisti-

cal models. For the latter, the unstandardized effect size was calculated for each analyzed trial, and

the summary effect size was then calculated as the simple mean of the individual effect sizes.

3.1.4.1 Standardized analysis

Calculating the Effect Size. All standardized effect sizes in this paper were computed using the

Comprehensive Meta Analysis V2 tool by BioStat Inc [39]. The Hedges’ g statistic was chosen

as the standardized effect size measure for the analysis, as it exhibits better characteristics for

smaller samples when adjusted for small sample bias compared to other parametric measures such

as Cohen’s d and Glass’ ∆ [32]. The Hedges’ g statistic is calculated as

g =
mt −mc

spooled
(3.1)
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where mt and mc refer to the mean values reported for the treatment and control groups, respec-

tively, and spooled refers to the pooled standard deviation:

spooled =

√
(nt −1)s2

t +(nc −1)s2
c

(nt −1)+(nc −1)
(3.2)

Variables nt and nc denote the number of subjects in the treatment and control groups, respectively,

and ntotal denotes their sum.

Small sample bias is accounted for by multiplication by a correction factor [32]:

c f = 1− 3
4(ntotal −2)−1

(3.3)

According to Kampenes et al. [44], effect sizes with a magnitude in the range 0.0-0.37, 0.38-

1.0, and 1.0 and above, can be considered as small, medium and large sized effects, respectively.

Positive effect sizes represent an improvement as a result of applying the treatment whereas nega-

tive values imply a detrimental impact.

Research Synthesis. Individual study effect sizes were combined to obtain a summary effect size

using two popular statistical models, namely the fixed-effects model and the random-effects model

[11]. The principal difference between these two models is the underlying assumption. The fixed-

effects model assumes that only one true effect size underlies all studies; hence differences in

individual effect sizes are solely due to sampling error, i.e., as the sample size increases the effect

size is likely to converge to the one true value. On the other hand, the random-effects model is

premised on the assumption that differences amongst individual effect sizes are not just due to

sampling error but might also be the result of other variables and factors that have not yet been

taken into account. As a result, the effect size may vary from study to study, and is expected to be

distributed about some mean effect size. The two models, thus, attempt to answer slightly different

questions: while the fixed-effects model aims to derive the one true effect size, the random-effects
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models aim to find the mean of the curve along which all possible effect sizes are distributed.

Both models follow a similar procedure to derive the summary effect size. First, each study i

of k studies is assigned a weight wi. Then the summary effect size Ts is computed as the weighted

average of the individual effect sizes Ti:

Ts =

k

∑
i=1

wiTi

k

∑
i=1

wi

(3.4)

A study’s weight wi is calculated as the inverse of its error variance. Due to differing modeling

assumptions, a study’s error variance is calculated in different ways in the fixed- and random-

effects models [11]:

wi f =
1
vi

wir =
1

vi + τ2

(3.5)

In the fixed-effects model, the only source of variance is the sampling process, hence the

weights wi f are computed as the inverse of just the within-study variance vi. In the random-effects

model, other factors could also add on to the overall variance. Consequently, the weights wir are

computed as the inverse of the sum of the within-study variance vi and a constant τ2 representing

the between-study variance, which is calculated using the DerSimonian and Laird formula [32]:

τ
2 =


Q−d f

C
, if Q > d f

0, if Q ≤ d f

(3.6)

The degrees of freedom d f is equal to the number of studies being analyzed, minus one. The Q

statistic is the weighted sum of the squares of the deviations of each study’s effect size from the

summary effect size, with both the weights and the summary effect being computed following the
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the fixed-effects model beforehand as shown below:

d f = k−1

Q =
k

∑
i=1

wi f (Ti −Ts f )
2

(3.7)

Finally, C is a scaling factor used to ensure that τ2 is reported in the same metric as the within-study

variance vi i.e,:

C =
k

∑
i=1

wi f −

k

∑
i=1

w2
i f

k

∑
i=1

wi f

(3.8)

The choice of which model to use is dependant on factors such as knowledge of the environment,

previous empirical observations and findings, and the like; however, the modeling process itself

also provides assistance. In particular, the Q statistic from (3.7) is consistent with the level of

heterogeneity, i.e., a significant value of Q indicates a statistically significant level of heterogeneity

[32]. Hence a significant value of Q should lead to the rejection of the homogeneity hypothesis and

the adoption of the random-effects model. In addition to Q, the I2 statistic has also been computed

as:

I2 =
Q−d f

Q
×100% (3.9)

This statistic is used to quantify the degree of true heterogeneity, i.e., the extent to which the total

variance is the result of between-study variance [38]. I2 values of 33.3 and 66.6% delimit low,

moderate, and high levels of heterogeneity.
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3.1.4.2 Unstandardized analysis

Calculating the Effect Size. Percentage improvement was chosen as the unstandardized effect size

measure. The formula used to calculate the effect size was

∆x =
∣∣∣∣xt − xc

xc

∣∣∣∣∗100 (3.10)

All of the analyzed studies had adopted one of two designs for their trials and the exact values for

xt and xc were dependant on the design chosen. In the first type of design, each group of subjects

jointly developed a system. When using this design, for each investigated outcome construct, the

study authors had reported a single value for each subject group and/or went a step further and

computed the percentage improvement. If only the percentage improvement was reported then it

was accepted without change, but if the authors had reported actual group values, the percentage

improvement was recalculated using (3.10) with the variables xt and xc set to the values reported

for the treatment and control groups, respectively.

In the second type of design, all subjects in a group individually developed the same system. In

this case, for each investigated outcome construct, the study authors had either reported individual

values for each subject in the group and/or they had reported the mean and the standard deviation

of the individual values for each group. In this design the means for the subject groups were used

to set the variables xt and xc.

Research Synthesis. As mentioned above, in the Unstandardized analysis the summary effect size

was calculated as the average of the individual effect sizes.

3.2 Results

A total of 20 studies were selected for this review; Tables 3.1 and 3.2 lists data collected for the

context and rigor related attributes for academic and industrial studies, respectively. A full citation
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Table 3.1: Details of academic studies.Table 1: Details of academic studies.
trial subjects CI OA experience size

(LOC)
duration conformance training other details

Desai et al. 166 a N N junior UG 10 hrs b Lab materials provided in-
structions on TDD, prepared
by a person with limited
TDD experience and no cur-
riculum development expe-
rience.

Seven assignments deal-
ing with writing shape
classes like Triangle,
Rectangle etc. Introduc-
tory Java course.

Erdogmus et al. 24 Y N intermediate
UG

272 c 32 hrs d Post-survey and tests
used to judge confor-
mance for each subject.

Students trained in Test-
First and Test-Last tech-
niques. Task: bowling score
keeper.

Introductory Java course.

Flohr and
Schneider

18 Y Y G 23 hrs e Process conformance
was poor.

A 2 hour lecture on TDD
and testing. More training
was needed.

Task: library for a system
aimed to provide graphi-
cal description of commu-
nications flows in software
processes.

Gupta and
Jalote T1

22 N N G, senior
UG

1600 31.5 hrs In the post-survey, 70%
of TDD group and 88%
of Traditional group
said they adhered to
their approach.

Subjects given necessary
training to use TDD for
developing Java programs;
however, in the post-survey
47% of TDD group stated
they need more training.

Student course registra-
tion system. Advanced
OO analysis and modeling
course.

Gupta and
Jalote T2

22 N N G, senior
UG

1600 34.5 hrs see above see above Simple ATM system,
same course as above.

Huang and Hol-
combe

39 Y Y intermediate
G

1175 110 hrs Project Manager was
appointed to ensure
conformance.

10 hours of advanced train-
ing of TDD and other XP
practices.

Different projects resem-
bling realistic tasks. Soft-
ware engineering course.

Janzen and
Saiedian

10 N N intermediate,
senior UG

650 f 1.5 hrs Students were instructed on
how to write automated tests
and how to develop in Test-
First and Test-Last manner.

HTML pretty print sys-
tem. Software engineering
course.

Madeyski 56 Y N intermediate,
senior UG

12 hrs - The course introduced Java
using TDD and pair pro-
gramming as the key XP
practices.

Finance accounting sys-
tem. Introductory Java
course.

Muller and
Hagner

19 N N G The course in which ex-
periment was conducted
covered pair programming,
TDD, refactoring and
planning techniques.

Main class of a graph li-
brary. Second course on
XP.

Pancur et al. 38 Y Y senior UG 1 long and 3 short assign-
ments, 1 half-day assign-
ment taken over a period
of roughly three weeks.

Vu et al. 14 N N G, senior
UG

3070 f 147.7
hrs f

Test-First and Test-Last
methodologies introduced
through lectures and student
presentations.

Software engineering
course.

Xu and Li 8 N N intermediate,
senior UG

344 4 hrs One of the authors
acted as a mentor
who monitored the
programming process
for all the individuals.

Short training sessions in
which students were given
reading materials and asked
to implement a simple pro-
gram to get used to of proce-
dure and tools.

Task: bowling score
keeper. Software engi-
neering course.

Yenduri and
Perkins

18 N N senior UG Students were given re-
quired user manuals and a
short description of form-
ing test cases. They were
also trained in applying both
TDD and traditional ap-
proaches.

Software engineering
course.

Zhang et al. 8 N N G, UG g June to
Aug.
2005

Working attendance man-
agement system.

a assuming the 2007 class and 2008 class had the same number of subjects
b average duration per project determined by combining hours spent by both UT and GT groups
c estimated using average of George & Williams study and Xu & Li’s study since all three worked on implementing same problem
d 4 hrs per week in a 8 week course
e average based on individual subject attempts
f average of TF and TL group
g subjects refered to as students without highlighting seniority

a significant percentage of the subjects had faced difficulty in
applying the technique. Previous empirical research on TDD
has reported that it could take developers up to two weeks to
fully adapt to the TDD mindset [19]. This is a point of concern,

especially in trials of a short duration. In other words, if devel-
opers are unable to think in a TDD manner and correctly apply
the technique, regardless of their technology experience level,
they might not be able to avail some of the benefits brought

6
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Table 3.2: Details of industrial studies.Table 2: Details of industrial studies.
trial subjects CI OA experience

(years)
size
(LOC)

duration training other details

Bhat and Nagappan
T1

8 N N 6 to 10 a 6000 3840 hrs b Networking common library.

Bhat and Nagappan
T2

20 N N 6 to 10 a 26000 7360 hrs b Web Service application.

Canfora et al. 28 N N 5 10 hrs 3 hr training session in-
cluded a seminar on TDD
and lab exercises to in-
crease familiarity with
the practice.

TextAnalyzer system.

George and
Williams

24 N Y 200 5 hrs c task: bowling score keeper. Groups in
three companies.

Lui and Chan N N - d Custom software for manufacturing
plants in less developed areas in China.

Nagappan et al. e 12 N N 10+ a 155200 3200 hrs b Part of the development of an IDE tool.
Slyngstad et al. 100 N N 14671 f Five releases of an internally reusable

framework. Developers distributed
worldwide, mostly in Norway and Swe-
den.

Williams et al. 14 N N 64000 Dedicated TDD coach
was assigned as technical
leader.

Subjects developed a release of a device
driver.

a majority of the developers had this experience level
b assuming they worked 160 hrs per month
c approximated from box plots and average of TDD and control groups
d study states that developers were inexperienced
e Only of the four trials mentioned in the paper is included
f average size of a release

about by the practice thus lowering the performance of TDD in
a trial.

Lastly, although subjects in a group were instructed to utilize
a particular development process, few studies provide explicit
details on actual conformance levels or on any steps that were
taken to ensure a higher degree of conformance. High confor-
mance levels are important since if developers even temporarily
fall back to traditional approach (because of to time constraints,
ease of technique, and other factors), the validity of the trial is
impaired.

3.2. Effect of TDD on Quality
3.2.1. Standardized analysis

Standardized effect sizes were calculated for nine trials uti-
lizing a total of 434 subjects. A summary of the meta-analysis
is shown in Table 3. The summary effect size was 0.30 and
0.11 under the fixed-effects and random-effects models respec-
tively. Heterogeneity, as shown by Q and I2, was significant at
a high level. Using both models a small overall improvement in
quality was found. Assumming a .05 significance level, results
were statistically significant under the fixed-effects model but
not under the random-effects model.

The forest plot and the one-study removed plot of the analy-
sis are shown in Figs. 1 and 2, respectively. In five of the nine
trials a positive effect size value was recorded. Large improve-
ments in quality were reported in the 1st trial from [37] and the
trial in [36], while [44] is the only report of a large drop in qual-
ity. Under the assumption of a fixed-effects model, three trials
[42, 36, 45] accounted for more than half of the weight of the
analysis. Under the assumption of a random effects model, the
one-study removed plot reveals that the result of the standard-
ized analysis on quality is most sensitive to the inclusion of the
same three trials.
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Figure 3: Distribution of improvements in quality.

3.2.2. Unstandardized analysis

For the unstandardized analysis effect sizes were aggregated
for 18 trials which employed a total of 571 subjects. Fig. 3
shows a histogram that illustrates the distribution of the per-
centage improvement. The mean value for the percentage im-
provement in product quality was 28%, with the effect size be-
ing more prominent in the unstandardized analysis.

The individual effect sizes for the trials are shown in Table 4.
Twelve out of 18 trials reported a quality improvement higher
than 10%, with one result being as high as 90% [41]; five trials
reported an impact within the range -10% to 10%, and only
one trial—an academic study in which TDD was applied in an
introductory Java course—reported a 27% drop in quality [45].

7

of these studies is given in Appendix A.

Labels UG and G in Table 3.1 denote undergraduate and graduate students, respectively. Four

of the studies [18; 31; 8; 71] reported results on multiple trials. In two of these studies [31; 8]

each trial was eventually treated as a seperate study when computing the summary effect size

since adequate details were provided regarding each trial and the development task per trial was

comparable in size to that of other studies that consisted solely of one trial. For the remaining two

studies, the study effect size was the calculated as the average of the effect sizes recorded for each

of the trials.

3.2.1 Assessment of Study Rigor

In this section the major differences in rigor level amongst the studies are highlighted.

Firstly, studies differed in their definitions of both the treatment and control groups’ processes.

With regard to the control group’s development process, the adopted development style varied be-
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tween a true Waterfall and an ITL-based process. However, due to sometimes missing or different

details, not all of the traditional processes explained in the studies can be classified to fall into

one of these two categories. With regard to the treatment group’s process, studies differed in what

they assumed to be practicing TDD. Firstly, the granularity level of the development cycles was

found to differ amongst the studies. Also, the frequency with which tests were run differed with

some studies having reported that all tests were regularly run whereas others reported that only the

newly-added test(s) were run after a change. Although the larger share of the studies examined the

behaviour of TDD in isolation, as mentioned earlier, some of the studies assessed the performance

of TDD in combination with other agile practices.

Secondly, there was considerable variation in the experience level of the subjects amongst the

studies. In studies conducted in an academic context, subjects ranged from junior undegraduate

students to graduate students; in industrial studies, experience level ranged from 1 or 2 years, to

over 10 years of industrial programming experience. Intuitively, as mentioned earlier, in order

to be able to accurately compare TDD with a more conventional process subjects should possess

the technical skill set required to proficiently employ either process. Unfortunately, most of the

analyzed studies only discussed subjects’ programming experience and very few referred to their

testing, designing or any other software engineering-related experience. Hence the degree to which

the subjects met the skill requirements, especially in the case of the TDD, is uncertain.

Thirdly, studies differed in the size of the development task and/or the duration of the trial.

Data on task size was available for thirteen trials, with the value having ranged from 272 LOC to

155,200 LOC. Data on duration was available for fifteen trials and varied within the range from 1.5

hours to 46 months. The task size was found to be larger than 2000 LOC in only six of the trials.

Similarly, the duration was found to be longer than 100 hours in only five of the trials. Both of

these findings indicate that a system comparable to one developed as part of a commercial project

was only developed in a quarter of the trials. Trials where the development task is relatively small

are less favourable when assessing the usefulness of TDD since benefits might not be visible [34].
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Fourthly, studies differed in the extent of the TDD training the treatment group’s subjects were

given prior to a trial. In most of the studies subjects had little or no prior exposure to the TDD

practice; hence their ability to apply TDD would have been highly dependent on the training they

had received. The extent of the training reported in the studies ranged from the distribution of short

supplementary handouts to dedicated lecture sessions on TDD. In a few studies the initial training

was further complemented with a dedicated coach who mentored and/or overlooked the entire

development process. As mentioned earlier, the level of training is a determinant of the difficulty

developers face when applying TDD. Multiple studies that coupled trials with a practitioners’ post-

perception survey reported that a significant share of the subjects had faced difficulty in applying

the technique. There are at least two plausible explanations for this. First, as mentioned earlier,

the shift in mindset could have been difficult to grasp and, in view of the relatively short durations

of some trials, it could have been that the TDD group’s subjects were not able to adapt to the

new mindset for a large share of the trial’s duration or possibly the entire duration. Second, it

is plausible that domain and tool-specific issues made it more difficult to practice TDD [16]. In

particular, it could have been that tool support was limited or a significant share of the development

task included user interface/database development. All these scenarios pose challenges that make

it more difficult to implement TDD. As a result of insufficient training, it is possible that subjects

in these trials could not correctly implement TDD and consequently the experienced benefits were

lower than would otherwise have been the case.

Fifthly, studies were found to differ in the indicated amount of test effort or time spent test-

ing by subjects in the TDD group. Whilst following TDD a larger test effort, in comparison to

traditional approaches, is expected as the writing of tests is viewed as part of the requirements

analysis and as such developers are intended to spend more time pondering over the requirements

when writing tests. More time spent thinking about the requirements during test development is

expected to materialize in developers having an improved conceptual understanding of the system

hence reducing their likelihood of introducing defects. Although very few of the analyzed stud-
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Table 3.3: Quality: results of standardized analysis.Table 3: Quality: results of standardized analysis.

type # model effect size heterogeneity
g 95% confidence interval p Q I2 df p

academic 8 fixed 0.296 0.084 . . 0.508 0.006 47.712 85.329 7 0.000
random 0.081 -0.538 . . 0.700 0.798

industrial 1 fixed 0.311 0.033 . . 0.588 0.028 0.000 0.000 0 1.000
random 0.311 0.033 . . 0.588 0.028

OVERALL 9 fixed 0.301 0.133 . . 0.470 0.000 47.718 83.235 8 0.000
random 0.114 -0.357 . . 0.585 0.635

0

1

2

3

4

-60 -40 -20 0 20 40 60 80

Number of 
trials

Improvement in productivity (%)

Academic

Industry

Figure 6: Distribution of improvements in productivity.

pointing in either direction. The range of effect sizes was larger
and approximately double the range of corresponding effect
sizes computed for the quality construct. Interestingly enough,
the effect sizes for five of the eight studies were in conflict with
the summary effect size. In particular, three trials [41, 40, 46]
reported large improvements in productivity, whereas two trials
[29, 45] reported large drops in productivity. Unlike the analy-
sis on quality, weights computed for the trials were more evenly
distributed.

3.3.2. Unstandardized analysis
The unstandardized analysis on productivity combined data

from sixteen trials which utilized a total of 267 subjects. The
distribution of the percentage improvement is shown in the his-
tograms in Fig. 6. The mean value for the percentage improve-
ment was -3%.

The unstandardized effect size for each individual trial is
given in Table 6. Similar to the standardized analysis, the trial
effect size values show a sharp constrast with the overall re-
sult. No trial reported a percentage improvement in the range
-10% to 10%. Rather, approximately half of the trials reported
an improvement greater than 10% with the other half reporting
a drop greater than 10%. The largest improvement in produc-
tivity, 72%, was reported by [41]; the largest drop of 57% was
reported by [29].

3.3.3. Subgroup analyses
Analogous to the standardized analysis on quality, the stan-

dardized analysis on productivity only utilized data from one

Table 6: Productivity: results of unstandardized analysis.

trial improvement (%)
Canfora et al. -57
Xu and Li -49
Janzen and Saiedian -46
Bhat and Nagappan T1 -30
Nagappan et al. -23
Williams et al. -18
George and Williams -16
Bhat and Nagappan T2 -15
Zhang et al. 10
Gupta and Jalote T2 14
Vu et al. 19
Gupta and Jalote T1 20
Flohr and Schneider 21
Yenduri and Perkins 25
Erdogmus et al. 28
Huang and Holcombe 72
OVERALL -3

industrial trial. Hence, the results can only be used to illustrate
the productivity-related performance of TDD within the aca-
demic subgroup. Suprisingly, the summary effect size rose to
0.32 for the academic subgroup. In contrast, the sole industrial
trial in the analysis [29] reported a large drop in productivity
with an effect size of -1.11.

The unstandardized analysis on productivity aggregated data
from 10 academic and 5 industrial trials. Upon the division into
subgroups a result opposite to that of the unstandardized anal-
ysis on the quality construct was observed: mean percentage
improvement in productivity was 11% for trials conducted in
academia and -27% for those conducted in industry. The ma-
jority of the trials in the academic subgroup reported a positive
impact on productivity. In contrast, all of the trials conducted
in industry reported a detrimental impact on productivity, with
lowest drop being 15% which was reported in the 2nd trial of
[38].

3.4. Moderator variables

In light of the high heterogeneity levels in the standardized
analyses, as well as the high variances in the effect size distribu-
tions in the unstandardized analyses, an attempt to uncover one
or more moderator variables is warranted. This subsection aims
at verifying the existence of two potential moderator variables
namely the developer experience and the task size.

3.4.1. Developer experience
Even though the success of TDD is dependent on a num-

ber of skills, including those in programming, testing, design,

9

ies provide quantitative data on the time spent testing, as opposed to the number of tests written,

based on description given for the TDD process it is hypothesized that the time spent testing did

differ across trials and hence could have provided differing levels of improvements in quality and

productivity.

Lastly, although subjects in a group were instructed to utilize a particular development process,

few studies provided explicit details on actual conformance levels or on any steps that were taken to

ensure a higher degree of conformance. High conformance levels are important since if developers

even temporarily fall back to traditional approach (because of to time constraints, ease of technique,

or other factors), the validity of the trial is reduced.

3.2.2 Effect of TDD on Quality

3.2.2.1 Standardized analysis

Overall Result. Standardized effect sizes were calculated for nine trials utilizing a total of 434

subjects. A summary of the meta-analysis is shown in Table 3.3. The summary effect size was

0.30 and 0.11 under the fixed-effects and random-effects models respectively. Heterogeneity, as

shown by Q and I2, was significant at a high level. Using both models a small overall improvement

in quality was found. Assuming a .05 significance level, results were statistically significant under

the fixed-effects model but not under the random-effects model.
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Experiment  95% CI g 

Slyngstad et al. 0.311 0.033 0.588 0.028 
Desai et al.   0.907 0.588 1.225 0.000 
Madeyski  -0.595 -1.123 -0.067 0.027 
Huang & Holcombe -0.217 -0.834 0.400 0.491 
Erdogmus et al.  0.152 -0.625 0.928 0.702 
Gupta & Jalote E2 -0.580 -1.402 0.242 0.167 
Muller & Hagner  -1.039 -1.961 -0.118 0.027 
Gupta & Jalote E1 1.579 0.650 2.509 0.001 
Xu & Li  0.495 -0.734 1.724 0.430 
Overall fixed model 0.301 0.133 0.470 0.000 

p 
Relative weight 
fixed random 

36.83 14.22 
28.08 14.01 
10.19 12.59 
7.47 11.90 
4.71 10.63 
4.21 10.27 
3.35 9.51 
3.29 9.45 
1.88 7.40 

Overall random model 0.114 -0.357 0.585 0.635 

-4.00 -2.00 0.00 2.00 4.00 
favours traditional  favours TDD  

Figure 3.1: Forest plot of trials according to results on quality. 
   

0.081 -0.538 0.700 0.798
-0.018 -0.490 0.455 0.942
0.220 -0.253 0.692 0.362
0.158 -0.358 0.673 0.548
0.109 -0.409 0.626 0.681
0.194 -0.298 0.685 0.440
0.234 -0.232 0.701 0.325

-0.034 -0.505 0.437 0.886
0.083 -0.417 0.582 0.746
0.114 -0.357 0.585 0.635

Experiment  95% CI g p 

Slyngstad et al.
Desai et al. 
Madeyski 
Huang & Holcombe
Erdogmus et al. 
Gupta & Jalote E2
Muller & Hagner 
Gupta & Jalote E1

Overall random model 
Xu & Li 

g and 95% CI 

-4.00 -2.00 0.00 2.00 4.00

favours traditional favours TDD  

Figure 3.2: One-study removed analysis of trials according to results on quality.

Forest Plot & One-Study Removed Plot. The forest plot and the one-study removed plot of the

analysis are shown in Figs. 3.1 and 3.2, respectively.

Forest plots provide a display of trials’ effect sizes in comparison with each other and the

overall result using each meta analytical model. Additionally, they provide an indication of the

relative weight of each study in the analysis. In this plot a square is used to depict the effect size

of a study and the lines stemming from it specify the 95% confidence interval. The square size is

determined by the relative weight of the study. Relative weights are determined by normalizing

the weights used in calculating the summary effect sizes under each model; these are are displayed

on the right of the plot. Studies are ordered based on their weight in the random-efffects model.

The overall result using a meta analytical model is shown by a diamond whose centre indicates the
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estimate and whose horizontal edges denote the 95% confidence interval.

From the forest plots, it can be seen that in five of the nine trials a positive effect size value

was recorded. Large improvements in quality were reported in the 1st trial from [31] and the trial

in [18]. The only report of a large drop in quality is [65]. Under the assumption of a fixed-effects

model, the three trials [85; 18; 54] accounted for more than half of the weight of the analysis. Study

weights become more uniform in the random-effects model when the between-study variance is

added.

A One-study removed plot shows the sensitivity of the overall result to each of the included

trials. Plots of this type shown in this thesis are all based on the random-effects model; plots

employing the fixed-effects model have been ignored since the heterogeneity level was found to

be high. In these plots the g value next to a trial shows the overall effect size if the respective trial

was excluded.

Under the assumption of a random effects model, the one-study removed plot reveals that the

result of the standardized analysis on quality is most sensitive to the inclusion of two of the trials

that carry the most relative weight namely [85; 18].

3.2.2.2 Unstandardized analysis

For the unstandardized analysis effect sizes were computed for 18 trials which employed a total of

571 subjects. Fig. 3.3 shows a histogram that illustrates the distribution of the percentage improve-

ment. The mean value for the percentage improvement in quality was 28%. In comparison with

the standardized analysis, the effect size illustrates a more prominent impact; however, due to the

effect size measure being unstandardized there is a possibility that the effect is exaggerated.

The individual effect sizes for the trials are shown in Table 3.4. 12 out of 18 trials reported

a quality improvement higher than 10%, with [66] reporting the highest result of 90%; 5 trials

reported an impact within the range -10% to 10%, and only [54]—an academic study in which

TDD was applied in an introductory Java course—reported a 27% drop in quality.
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Figure 3.3: Distribution of improvements in quality.

Table 3.4: Quality: results of unstandardized analysis.

trial improvement (%)
Madeyski -27
Gupta and Jalote T2 -7
Huang and Holcombe -3
Pancur et al. -3
Erdogmus et al. -2
Desai et al. 3
Gupta and Jalote T1 16
George and Williams 18
Vu et al. 28
Zhang et al. 28
Slyngstad et al. 33
Yenduri and Perkins 35
Williams et al. 39
Xu and Li 49
Bhat and Nagappan T1 62
Lui and Chan 67
Bhat and Nagappan T2 76
Nagappan et al. 90
OVERALL 28

3.2.2.3 Subgroup Analyses

Only one of the studies conducted in industry reported data adequate for standardized effect size

calculation. Accordingly, the standardized analysis can only be trusted with respect to academic

studies. In this subgroup the application of TDD resulted in a small overall positive impact on

quality similar to the overall result.

In comparison with the standardized analysis, the unstandardized analysis which combined
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Table 3.5: Productivity: results of standardized analysis.Table 5: Productivity: results of standardized analysis.

type # model effect size heterogeneity
g 95% confidence interval p Q I2 df p

academic 7 fixed 0.316 -0.015 . . 0.647 0.061 29.955 79.970 6 0.000
random 0.253 -0.515 . . 1.021 0.518

industrial 1 fixed -1.111 -1.887 . . -0.335 0.005 0.000 0.000 0 1.000
random -1.111 -1.887 . . -0.335 0.005

OVERALL 8 fixed 0.096 -0.208 . . 0.401 0.536 40.949 82.906 7 0.000
random 0.070 -0.688 . . 0.829 0.856

 

Huang & Holcombe  1.027 0.371 1.683 0.002 21.56 13.95
Canfora et al. -1.111 -1.887 -0.335 0.005 15.41 13.40
Erdogmus et al. 0.263 -0.516 1.042 0.508 15.29 13.38
Gupta & Jalote E2 -0.001 -0.805 0.803 0.999 14.35 13.26
Gupta & Jalote E1 -0.531 -1.350 0.288 0.204 13.82 13.18
Flohr & Schneider 1.228 0.256 2.200 0.013 9.82 12.41
Vu et al. -2.052 -3.327 -0.777 0.002 5.71 10.82
Xu & Li 1.879 0.362 3.396 0.015 4.03 9.60

0.096 -0.208 0.401 0.536

Experiment 95% CI g p 

Overall fixed model 
Overall random model 

g and 95% CI 
Relative weight
fixed random

0.070 -0.688 0.829 0.856

-4.00 -2.00 0.00 2.00 4.00 

favours traditional favours TDD  

Figure 4: Forest plot of trials according to results on productivity.

 

-0.086 -0.891 0.719 0.835
0.253 -0.515 1.021 0.518
0.043 -0.849 0.935 0.925
0.083 -0.806 0.972 0.855
0.162 -0.696 1.021 0.711

-0.094 -0.897 0.710 0.819
0.315 -0.398 1.028 0.387

-0.119 -0.888 0.650 0.762
0.070 -0.688 0.829 0.856

Huang & Holcombe  
Canfora et al. 
Erdogmus et al. 
Gupta & Jalote E2
Gupta & Jalote E1
Flohr & Schneider 
Vu et al. 
Xu & Li
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Figure 5: One-study removed analysis of trials according to results on productivity.

Table 7: Empirical studies investigating the influence of developer experience.

subjects/pairs experience (years or otherwise) code size duration
study type # context general Java testing TDD (LOC) (hours)
Müller and Höffer [54] Novice 11 XP course 2004 6 2.4 4 used JUnit 1 tried TDD 450

4-5 hrs(individual) Expert 7 Multiple Sources 7.0 6.2 4.3 (JUnit) 3.4
Höfer and Philipp [55] Novice 12 XP course 2006 4.8 2 1 used JUnit -

450 4-5 hrs(pairs) Novice 12 XP course 2008 6.4 4 3 had used JU-
nit

3 tried TDD

Expert 12 company (see text) 7.8 7.2 5.5 (JUnit) 3.0
Madeyski [43] 2nd year 39 Programming

in Java
Course

C and
C++ - -

27
user
stories

12 hrs(pairs) 3rd year 27
4th year 4
MSc 70

refactoring and thinking in a TDD style [2, 3], programming ex-
perience and extent of exposure to TDD are the only types that
have been explicitly examined in their influence on TDD. De-
tails of studies investigating the impact of the experience level
are given in Table 7. This section presents a brief review of the

findings of these studies.
Müller and Höfer [54] compared the performance of final-

year undergraduate students from an XP course with that of pro-
fessionals, selected from different sources, with over five years
of industrial programming experience; the latter were also more

10

results from 11 academic and 7 industrial studies, provided a more elaborate view of TDD’s im-

pact on quality in industry. The mean percentage improvement dropped to 11% for the academic

subgroup but rose to 55% for the industrial subgroup. Although results from trials conducted in

academia were mixed, all trials conducted in industry reported a positive impact on quality, with

[29] reporting the smallest improvement of 18%.

3.2.3 Effect on Productivity

3.2.3.1 Standardized analysis

Overall Result. For the standardized analysis on productivity, effect sizes were computed for eight

trials which employed a total of 153 subjects. The summary of the meta-analysis is given in

Table 3.5. Summary effect sizes of 0.10 and 0.07 were determined under the fixed-effects and

random-effects models, respectively, both of which indicate a very small to negligible impact on

productivity. Under the fixed-effects model, heterogeneity was significant at the high level. p-

values indicate that both results are statistically insignificant at the .05 level.

Forest Plot & One-Study Removed Plot. The forest plot and the one-study removed plot for the

analysis are shown in Figs. 3.4 and 3.5, respectively. Individual effect sizes were almost equally

divided with four effect size values pointing in either direction. The range of effect sizes was

larger and approximately double the range of corresponding effect sizes computed for the quality
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Figure 3.4: Forest plot of trials according to results on productivity.
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Figure 3.5: One-study removed analysis of trials according to results on productivity.

construct. Interestingly enough, the effect sizes for five of the eight studies were in sharp contrast

with the summary effect size. In particular, three trials [37; 24; 94] reported large improvements in

productivity, whereas two trials [12; 89] reported large drops in productivity. Unlike the analysis

on quality, relative weights computed for the trials were more evenly distributed. Moreover, the

one-study removed plot illustrates that differences in sensitivity level amongst the studies is also

less.

3.2.3.2 Unstandardized analysis

The unstandardized analysis on productivity combined data from sixteen trials which utilized a

total of 267 subjects. The distribution of the percentage improvement is shown in the histogram in

Fig. 3.6. The mean value for the percentage improvement was -3%.
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Figure 3.6: Distribution of improvements in productivity.

The unstandardized effect size for each individual trial is given in Table 3.6. Similar to the stan-

dardized analysis, the trial effect size values strongly diverge from the overall result. Suprisingly,

no trial reported a percentage improvement in the range -10% to 10%. Rather, approximately half

of the trials reported an improvement greater than 10% with the other half reporting a drop greater

than 10%. The largest improvement in productivity, 72%, was reported by [37]; the largest drop of

57% was reported by [12].

Table 3.6: Productivity: results of unstandardized analysis.

trial improvement (%)
Canfora et al. -57
Xu and Li -49
Janzen and Saiedian -46
Bhat and Nagappan T1 -30
Nagappan et al. -23
Williams et al. -18
George and Williams -16
Bhat and Nagappan T2 -15
Zhang et al. 10
Gupta and Jalote T2 14
Vu et al. 19
Gupta and Jalote T1 20
Flohr and Schneider 21
Yenduri and Perkins 25
Erdogmus et al. 28
Huang and Holcombe 72
OVERALL -3
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3.2.3.3 Subgroup Analyses

Analogous to the standardized analysis on quality, the standardized analysis on productivity only

utilized data from one industrial trial. Hence, the results can only be trusted to illustrate the

productivity-related performance of TDD in the academic sector. Interestingly, upon division the

summary effect size rose to 0.32 for the academic subgroup.

The unstandardized analysis on productivity aggregated data from 10 academic and 5 industrial

trials. Upon the division into subgroups a result opposite to that of the unstandardized analysis on

the quality construct was observed: the mean percentage improvement in productivity was 11% for

trials conducted in academia and -27% for those conducted in industry. The majority of the trials

in the academic subgroup reported a positive impact on productivity. In contrast, all of the trials

conducted in industry reported a detrimental impact on productivity, with the lowest drop being

15% which was reported in the 2nd trial of [8].

3.2.4 Moderator Variables

The histograms of the previous sections depict a large variation in the effect size of both of the

investigated outcome constructs. Although this variation can partially be attributed to the experi-

ence level of the subjects, as shown by the subgroup analyses, even when comparing effect sizes

within each subgroup there still exists a visible degree of variation in the effect size values. In

order to reduce uncertainty and gain a deeper understanding of the impact of TDD on the develop-

ment process, it is necessary to attempt to rationalize this variation or fluctuation in results. One

approach towards this objective is to identify moderator variables that would influence the extent

of the improvement experienced in a particular construct. In this research, based on the discussion

of rigor in Section 3.2.1, some variables are identified as having moderating effects, and for the

remainder of this section available evidence related to these variables is analyzed. In particular,

empirical literature including studies part of the meta-analysis as well as other research up to De-

38



cember 2010 is examined for details of the effects of each moderator variable on the performance

of TDD.

3.2.4.1 Task size

It is important to consider the task size when anticipating the extent of the improvement TDD

will provide. During our search for empirical studies on TDD, no study was found to explicitly

analyze the impact of task size, however two of them hinted on the possible influence of this

variable. When recalling experiences on the adoption of agile practices in industry, Hodgetts [34]

claimed that the implementation of TDD took several two-week XP cycles to show significant

results. Also, in a study conducted in an academic environment, Erdogmus et al. [23] explained

a lack of improvement in quality by reasoning that when the programming task is small, adhoc

testing strategies, visually inspecting code, and other convential practices could perhaps substitute

the benefits brought about by TDD, thus making the advantages of TDD more or less transparent.

In the conducted meta-analysis, task size was reported for twelve trials in the analysis of quality,

and for eleven trials in the analysis on productivity. Fig. 3.7 shows scatterplots of task size versus

the percentage improvement measures for both outcome constructs; for clarity, the x-axis uses a

logarithmic scale.

For the quality construct, the plot indicates a visible trend, but this trend is less prominent

for the productivity construct. To investigate whether or not task size is correlated with either of

the outcome constructs, Spearman correlation coefficients were computed for each construct using

the percentage improvement and the log transform of task size; the values thus obtained and their

significance levels are given in Table 3.7. As can be seen, task size was found to be correlated with

quality but not productivity.
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Figure 3.7: Scatterplot showing the relationship of task size with improvements in quality and
productivity.

Table 3.7: Correlation of task size with quality and productivity.

correlation coefficient N p-value
quality 0.63 12 0.029
productivity -0.05 11 0.873

3.2.4.2 Developer experience

Although the success of TDD is dependent on a number of skills, including those in programming,

testing, design, refactoring and thinking in a TDD style [4; 5], programming experience, extent
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Table 3.8: Empirical studies investigating the influence of developer experience

Table 5: Productivity: results of standardized analysis.

type # model effect size heterogeneity
g 95% confidence interval p Q I2 df p

academic 7 fixed 0.316 -0.015 . . 0.647 0.061 29.955 79.970 6 0.000
random 0.253 -0.515 . . 1.021 0.518

industrial 1 fixed -1.111 -1.887 . . -0.335 0.005 0.000 0.000 0 1.000
random -1.111 -1.887 . . -0.335 0.005

OVERALL 8 fixed 0.096 -0.208 . . 0.401 0.536 40.949 82.906 7 0.000
random 0.070 -0.688 . . 0.829 0.856

 

Huang & Holcombe  1.027 0.371 1.683 0.002 21.56 13.95
Canfora et al. -1.111 -1.887 -0.335 0.005 15.41 13.40
Erdogmus et al. 0.263 -0.516 1.042 0.508 15.29 13.38
Gupta & Jalote E2 -0.001 -0.805 0.803 0.999 14.35 13.26
Gupta & Jalote E1 -0.531 -1.350 0.288 0.204 13.82 13.18
Flohr & Schneider 1.228 0.256 2.200 0.013 9.82 12.41
Vu et al. -2.052 -3.327 -0.777 0.002 5.71 10.82
Xu & Li 1.879 0.362 3.396 0.015 4.03 9.60

0.096 -0.208 0.401 0.536

Experiment 95% CI g p 

Overall fixed model 
Overall random model 

g and 95% CI 
Relative weight
fixed random

0.070 -0.688 0.829 0.856
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Figure 4: Forest plot of trials according to results on productivity.
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Figure 5: One-study removed analysis of trials according to results on productivity.

Table 7: Empirical studies investigating the influence of developer experience.

subjects/pairs experience (years or otherwise) code size duration
study type # context general Java testing TDD (LOC) (hours)
Müller and Höffer Novice 11 XP course 2004 6 2.4 4 used JUnit 1 tried TDD 450

4-5 hrs(individual) Expert 7 Multiple Sources 7.0 6.2 4.3 (JUnit) 3.4
Höfer and Philipp Novice 12 XP course 2006 4.8 2 1 used JUnit -

450 4-5 hrs(pairs) Novice 12 XP course 2008 6.4 4 3 had used JU-
nit

3 tried TDD

Expert 12 company (see text) 7.8 7.2 5.5 (JUnit) 3.0
Madeyski 2nd year 39 Programming

in Java
Course

C and
C++ - -

27
user
stories

12 hrs(pairs) 3rd year 27
4th year 4
MSc 70

refactoring and thinking in a TDD style [2, 3], programming ex-
perience and extent of exposure to TDD are the only types that
have been explicitly examined in their influence on TDD. De-
tails of studies investigating the impact of the experience level
are given in Table 7. This section presents a brief review of the

findings of these studies.
Müller and Höfer [49] compared the performance of final-

year undergraduate students from an XP course with that of pro-
fessionals, selected from different sources, with over five years
of industrial programming experience; the latter were also more

10

of exposure to TDD and possibly testing experience are the only types that have been empirically

investigated. In our search three studies were found explicitly examining the impact of experience

level namely [64; 35; 56]. Details of studies are given in Table 3.8. This section presents a brief

review of the findings of these studies.

Muller & Hoffer [64] compared the performance of final-year undergraduate students from

an XP course with that of professionals, selected from different sources, with over five years of

industrial programming experience; the latter were also more experienced with regard to use of

an automated testing tool and exposure to TDD. All subjects individually developed a Java-based

elevator control system following the TDD approach until they felt they were done; their programs

were then evaluated using a number of prepared acceptance tests. With regard to the productivity

construct, subjects in the professional group generally had a lower implementation time. This

result was statistically significant and was attributed, by the authors, to a faster coding speed and

higher programming experience level. In contrast, with regard to the quality construct, a larger

proportion of the programs prepared by the students passed the acceptance tests; this result was

also statistically significant. The authors attempting to rationalize this finding hypothesized that

professionals could have viewed the acceptance testing process as a regular adjunct to testing, and

hence taken it more lightly in comparison to students who viewed the acceptance tests as a more

formal assessment criteria, and thus ensured, to a greater degree, that the implemented functionality

was in working order prior to submission.
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Hofer & Philipp [35] repeated the trial of Muller & Hoffer [64] using the same experimental

task but this time having two distinct student/novice groups. Additionally, subjects in this trial

worked in pairs. Subjects in the novice groups were students that took the same XP course as

Muller & Hoffer [64] in later years, with one group being selected from the 2006 class and the other

from the 2008 class. Students in the novice groups slightly differed in programming experience,

but they had similar expertise in TDD and the JUnit tool. Most of the subjects in the expert

group were employees of a company specializing in agile software development and consulting.

Interestingly, results from [35]’s trial significantly differed from that of [64]. With regard to the

productivity construct, subjects in the expert group generally took longer to complete the program

than both of the two novice groups. The difference between the professional and the novice 2008

group was statistically significant but those between the professional and the novice 2006 group

and between the two novice groups were not. The extra time utilized by the professional group

was reasoned to have been spent refactoring code, a finding that was also statistically significant.

Results for quality were not reported.

Madeyski [56] analyzed the impact of experience on quality using data from a previously con-

ducted trial explained which is explained in [54]. A much larger trial in terms of the number of

subjects, this trial differed from the previous two trials in that it was geared towards comparing

the performance of pairs applying the classic testing approach with those applying the TDD ap-

proach. As such, not as much attention was given towards reporting the different types of skills

subjects possessed in comparison with the above two studies. In this study subjects’ experience

level was determined by the academic year in which they were enrolled. The experimental task was

a finance-accounting system which subjects developed over eight 90-minute laboratory sessions.

Focusing on the performance of the TDD group, results indicated a small correlation between

programmer experience and quality; however this observation was not statistically significant.

With regard to the studies included in the meta-analysis, although they reported data on sub-

jects’ experience level, it was found to be difficult to compare subjects across studies. Conse-
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quently, a future work aims at developing a more general framework for recording the experience

level and using it to analyze data related to experience level within the included studies.

3.2.4.3 Test Granularity

Test Granularity, as it pertains to this research, is defined as the number of story points covered by

each test eg. with a granularity of 1, a single test approximately covers each story point whereas

with a granularity of 0.5, two tests would be required to cover the same sized story point. The

notion of granularity has been formulated to investigate the impact of the number of tests written.

In other words, it is assumed that a difference exists between the number of tests written by subjects

in the control group and those written by subjects in the treatment group because subjects in each

group write tests at differing levels of granularity.

During the search for empirical studies on TDD, no study was found to explicitly examine the

effect of test granularity. However, this variable can be hypothesized to have an impact on TDD’s

performance based on claims made in previous research. In particular, Erdogmus et al. [23],

when attempting to rationalize the improvement in productivity experienced upon the application

of TDD, state that by proceeding a single test at a time in a TDD-manner the development task

is divided into smaller and more manageable pieces, and as such at any point during development

the scope is narrower in comparison with a traditional development style. This leads to a lower

cognitive load being placed on the developer. On the basis of this claim, it can be hypothesized

that even when applying TDD a higher granularity level is preferable as it results in a narrower

development scope and thus imposes a lower cognitive load.

Some of the empirical studies did record the number of tests that were written when either

approach was applied. In this section data on the tests written will be extracted from the studies

included in the meta-analysis and correlated with the improvements in quality and productivity.

Data on tests written was recorded in six of the trials included in the meta-analysis, all of

which were conducted in an academic environment. Differences in the number of tests written
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Table 3.9: Percentage difference in number of tests written

author Difference in
tests written
(%)

Improvement
in Quality (%)

Improvement
in Productivity
(%)

Vu et al. -86 28 -66
Gupta and Jalote T2 5 -7 14
Flohr and Schneider 29 n/a 21
Gupta and Jalote T1 50 16 20
Erdogmus et al. 100 -2 28
Yenduri and Perkins 198 35 25
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(b) Improvement in productivity.

Figure 3.8: Scatterplot showing the relationship of the difference in test granularity with improve-
ments in quality and productivity.
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(or test granularity) for these trials are expressed as a percentage in Table 3.9. Scatterplots of

the difference in test granularity versus each of the outcome constructs is given in Fig. 3.8. For

both constructs there appears to be a linearly positive relationship with test granularity i.e. as

the difference between the number of tests written increases, the improvements in quality and

productivity also increase.

To determine the strength of the correlations of the constructs with this potential moderator

variable, a Spearman correlation test was conducted using the data in Table 3.9. The resulting

Spearman correlation coefficients and their significance levels are given in Table 3.10. The coef-

ficients reveal that there is a weak correlation between differences in test granularity and quality

however the moderator variable and productivity are strongly correlated.

Although none of the industrial trials included in this analysis provide a comparison between

the number of tests written, the influence of test granularity can still be evaluated to some ex-

tent. In particular, Nagappan et al. [66] reported the results of four trials in which the ratio

TestKLOC/SourceKLOC, operationalized here as the test granularity, differed from 0.39 to 0.89.

Interestingly, the this ratio and the increase in development time, as a result of adopting TDD, was

found to be somewhat correlated with the highest value for the ratio resulting in the lowest increase

in development time. Similar to the trials conducted in academia, no visible correlation was found

between the test granularity and the improvement in quality.

Table 3.10: Correlation of difference in test granularity with quality and productivity.

correlation coefficient N p-value
quality 0.14 5 0.731
productivity 0.76 6 0.021

3.2.4.4 Other Variables

There are two remaining moderator variables that deserve to be discussed, however, very little

quantitative evidence of their impact on TDD’s performance is available.
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The time spent testing or test effort, as mentioned on the section of rigor, is an important con-

cern when applying TDD since developers are supposed to use the tests to drive the analysis of

the requirements. Ideally, the writing of tests, prior to the writing of code, is intended to trigger a

prolonged thought process where developers spend more time thinking about the different scenar-

ios the functionality-to-be-implemented will be required to undergo. This, in effect, is expected to

result in developers having an improved understanding of the system.

During the search no empirical study was found explicitly examining the effect of differing

levels of test effort. In the trials included in this meta-analysis the notion of test effort has been

used interchangeably with the number of tests written and the time spent testing. In this research

these concepts are treated seperately using two variables with the variable test granularity refering

to the number of number of tests written and the variable test effort referring to the average time

spent thinking about each story point when writing its associated test(s).

From the studies included in the meta-analysis only Huang & Holcombe [37] provided on the

time spent testing; they found that the TDD group spent approximately 85% more time testing.

However, even in this study it is unclear what portion of the extra time was spent contemplating

analysis issues.

The last moderator variable that was analyzed as part of this research is domain and tool specific

issues (DTSI). Despite widespread industrial initiatives towards TDD within the past few years,

domain and tool-specific issues are still hindering TDD’s adoption [16]. In particular, there are

two key issues facing the adoptiong of TDD. Firstly, tool support for TDD-style development is

only sufficient when development is being done using one of the popular languages; in others

the capabilities of the development tools is still fairly limited. Lack of adequate tool support is

expected to make it more difficult to apply TDD, thus resulting in a productivity hit, and also

holds the possibility of lower conformance levels, which in turn can have a detrimental impact on

both quality and productivity. Secondly, TDD-style development of GUIs and databases is more

difficult. With regard to GUI-development, practitioners argue that following the TDD approach
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is impractical. They claim that automated GUI tests are inflexible and error-prone to change, and

considering the high volatilty of GUIs during development, the TDD approach is not suited for

GUI development [5; 33]. Although approaches to develop GUIs in a TDD manner have been

suggested [75; 33], the development of GUIs is still viewed as significantly more challenging in

comparison with solely application-level code writing.

Similar to user interface development, database development faces its own challenges, but these

challenges are not as hard to overcome. While techniques to develop database business logic and

schemas in a TDD fashion have been formulated [3; 68], they do not address three key issues.

Firstly, staging the database to an exact state for each test can be time-consuming and error-prone.

Secondly database-related tests are more resource-intensive to run so they can’t be expected to be

executed at the same frequency as the code-related tests. Thirdly, creating a mockup of the database

for running tests might result in simplifying some of its intricacies that are required for providing

an accurate reflection of actual practice. In view of the issues related to GUI/DB tests it is highly

possible that, given the time constraints, it is not feasible to thoroughly test every small component

of functionality in these tiers when the target system is GUI/DB intensive. A less rigorous testing

process can in turn be expected to lower the performance of TDD in terms of quality and perhaps

productivity.

Finding empirical data on the impact of domain and tool specific issues is difficult since it is

hard to quantitatively formulate the precise GUI/DB intensity of a target system. No empirical

study was found to quantitatively examine the impact of such issues on TDD’s performance. In

the trials included in the above meta-analysis, most of them involved development using one of

the popular object-oriented languages and where the experimental task was not very GUI/DB-

intensive. Arguably, these conditions were favorable for the application of TDD. As a result, the

nature of the impact of these issues on TDD is still relatively unknown. Nonetheless, one study [89]

reported test coverage results with/without the inclusion of GUIs; a drop of 20% was discovered

upon the inclusion of GUIs into the coverage analysis.
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3.2.5 Threats to Validity

The major obstacle in conducting this meta-analysis was the lack of data available for computing

the standardized effect size in each trial. Although this obstacle was partially overcome by using an

unstandardized effect size measure, all unstandardized measures within the context of this research

suffer from two principal disadvantages. Firstly, since indicator variables used to operationalize

the outcome constructs may differ from study to study, differences in scale may affect the accuracy

of comparison between the results of two studies. Secondly, ignoring the standard deviation within

the results of subjects in a group might result in an incorrect assessment of the actual effect size

when comparing the results of two groups a study, thus leading to conclusions that are misleading

or exaggerated.

Underlying the selection of a parametric effect size measure such as the Hedges’ g is the as-

sumption that the outcome construct being investigated is normally distributed; if the distribution

of one or both of the outcome constructs is largely skewed, this assumption could be violated.

For the purpose of this analysis, it cannot be confirmed whether or not the outcome constructs

is normally distributed. However, choosing a non-parametric measure is not a feasible option as

such measures can only be used for characterizing data but not for relating it back to a population

[32]. Due to the lack of availability of raw data that could point to the right distribution to use, and

considering that means are meaningful indicators for both of the outcome constructs, a parametric

measure was adopted as the best option.

As observed by Shull et al. [80], many among the studies on TDD consider only the imple-

mentation time when calculating productivity thus ignoring any impact on the duration of other

phases of development. Consequently, it is difficult to achieve a comprehensive understanding of

the productivity-related impact of TDD, and effect sizes reported in such studies must be taken

with caution as they might not reflect the true extent of the impact.

Publication bias [32] is another factor that should be considered when a meta-analysis is under-
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taken but the data in the studies included here—esp. those in the industrial group—is insufficient

to make a meaningful analysis of this kind.

3.3 Discussion

The summary effect sizes in our meta-analysis suggest that TDD has a small to medium sized

overall positive effect on quality and a very small to negligible negative effect on productivity. The

trials’ effect sizes were more assertive of the summary effect size on quality as opposed to the

one on productivity. The correctness of the summary effect size on productivity can be questioned

due to the sometimes large and contradictory differences between the summary value and those of

individual trials. In order to gain a better understanding of the TDD-based process, it was deemed

necessary to rationalize the variation in effect size across the trials. Five moderator variables were

identified as influencing the outcome when applying TDD: task size, developer experience, test

granularity, test effort and domain & tool specific issues. In this section these variables will be

used to reason the variation in effect size as illustrated by the histograms. Using the same grouping

strategy as the previous sections, the variation to be addressed can been classified into two types:

inter-subgroup and intra-subgroup.

Inter-subgroup variation, or differences in the results of the two subgroups, can mostly be at-

tributed to the impact of the task size and developer experience. The above analysis on moderator

variables found a strong correlation between the task size and the magnitude of the improvement

in quality. Hence it is possible that since programs implemented in the academic studies were

generally much smaller in size in comparison with programs implemented in the industrial stud-

ies, the resulting improvements in quality also tended to be relatively smaller. Another possible

reason for inter-subgroup variation is the difference in experience level. Although the impact of

experience level is not immediately clear, in the study by Hofer & Philipp [35], where profes-

sionals applying TDD took longer to complete the task than novices, the added time spent was
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attributed to developers having spent more time refactoring code. Also, professionals in this trial

were found to maintain higher test coverage levels. Hence, using reasoning similar to that given

by Flohr & Schneider [24], it could be that higher coverage levels in the case of professionals

gave them increased confidence in refactoring code without the fear of breaking any functionality,

thus leading to them having spent more time refactoring code. The extra time spent in refactoring

code could perhaps be used to justify the drop in overall productivity noticeable in the industrial

studies. Moreover, according to Shore & Warden [79], a simpler design, due to a higher refac-

toring frequency, would also be expected to result in a reduction in the number of bug breeding

grounds. Consequently, larger improvements in quality would be expected in industry which can

in fact be affirmed looking at the individual trial effect sizes. However, the impact of TDD on de-

sign is still a subject of debate in empirical research and should be further investigated. One more

reason for the variation in effect sizes amongst the two subgroups could be the amount of design

work done upfront prior to the start of the implementation. As highlighted in the section on rigor,

there is much confusion surrounding the exact definition of a TDD-based process. One area that

is relatively unclear is the amount of design work that should be done upfront. Most of the studies

conducted in academia failed to include any details on any design work done in advance. In con-

trast, in four of the trials conducted in industry the authors admitted to constructing a reasonably

detailed upfront design prior to the iterative TDD cycle [66]. Perhaps, more emphasis on design

work upfront, as seen in industry, makes the resulting design more manageable hence facilitating

higher improvements in quality.

Intra-subgroup variation, or differences in the effect size within each subgroup, are plausibly

the result of differences in test granularity, test effort and domain/tool support. Firstly, larger rel-

ative differences in the number of tests written amongst the two development approaches in some

trials could have resulted in the higher productivity improvements. Although test granularity was

not found to be linearly correlated with an improvement in quality, a finer level of test granularity

in some studies could have raised the minimum quality achievable [23; 37]. Secondly, differences
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in test effort amongst the trials in a subgroup could have resulted in differing levels of improve-

ment in developer understanding of the system, as a result of applying TDD, and consequently the

differing levels of improvements in quality and even perhaps productivity. Lastly, although in the

larger share of the trials the experimental task was “favourable” to the application of TDD, domain

and tool support issues are expected to have made it more difficult to apply TDD in some trials,

especially in the industrial ones, and in these cases both improvements in quality and productivity

are expected to be lower than would have otherwise been the case.
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Chapter 4

A System Dynamics Model of TDD

This section presents a System Dynamic simulation model of a TDD-based development process.

The goal underlying the development of this model is to contribute towards the broader effort of

producing an elaborate model of the XP-based development process. As an application of this

model, the impact of moderating variables identified in the meta-analysis will be further examined

. The presented model has only been validated with tests that relate to the quality construct. Con-

sequently, this model should only be used to analyze the impact of changes on quality. Although

productivity was kept in mind when making decisions related to the design of this model, these

decisions were made following intuition derived from empirical literature on TDD. Since the em-

pirical literature provides no definite conclusions on TDD’s impact on productivity, as illustrated

by the meta-analysis, all productivity-related decisions made while designing this model might

not be entirely correct, and hence any productivity-related results have not been included in this

chapter.

4.1 Overview of SD modeling

4.1.1 Introduction to Software Process Simulation (SPS)

To introduce the field of SPS some key concepts must first be understood. According to Kellner et

al. [45]:

1. A model is an abstraction (i.e., a simplified representation) of a real or conceptual

complex system. A model is designed to display significant features and char-
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acteristics of the system, which one wishes to study, predict, modify, or control.

Thus a model includes some, but not all, aspects of the system being modeled.

2. A simulation model is a computerized model that possesses the characteristics

described above and that represents some dynamic system or phenomenon.

3. A software process simulation model focuses on some particular software devel-

opment /maintenance / evolution process. Since all models are abstractions, a

model represents only some of the many aspects of a software process that po-

tentially could be modeled namely the ones believed by the model developer to

be especially relevant to the issues and questions the model is used to address.

The application of simulation modeling techniques to the discipline of software development

is an area that has been gaining momentum over the past two decades. One of the main categories

of applications for which SPS has been found to be useful is process improvement and technology

adoption [45]. Within this category, SPS provides an inexpensive alternative for policy makers

to evaluate the consequences of their process improvement decisions before putting them into

practice.

There are two main approaches that have been used for SPS: Discrete-Event and Continuous-

Time. Discrete-event approaches involve passing a system through a sequence of events at discrete

points in time. Systems are modeled as a set of entities that are interconnected using logical

relationships [61]. Moreover, entities are described using the their associated attributes that can

be uniquely set. Continuous-time approaches [53] provide a “higher-level” of abstraction of the

system or process being modeled focusing on patterns and trends in behaviour as opposed to system

responses to individual events. Systems consist of a collection of continually changing elements

which are represented using a set of differential equations that are integrated over time.

From a modeler’s perspective, each of these approaches have their advantages as shown in Ta-

ble 4.1. The main advantage of the discrete-event modeling approach is that it allows entities to be
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Table 4.1: Advantages/Disadvantages of Discrete-Event & Continuous-Time Simulation Ap-
proaches (Adapted from Kellner et al. [45])

Discrete-Event Continuous-Time
Advantages attributes allow entities to vary accurately captures the effects of

feedback
CPU efficient since time advances
in events

clear representation of the relation-
ships between dynamic variables

queues and interdependence capture
resource constraints

Disadvantages continuously changing variables not
modeled accurately

sequential activities are more diffi-
cult to represent

no mechanism for states no ability to represent entities or at-
tributes

uniquely identifiable, using values set for their attributes, whereas the continuous-time approach

provides more assistance in modeling complex feedback loops between elements [50]. Discrete-

Event approaches are typically favoured for modeling sequential processes as the modeling mech-

anism naturally lends itself for modeling this type of process. However, where the advantages of

continuous time approaches are required, either both a discrete-event and a continuous-time ap-

proach can be combined to form a Hybrid approach [50] or a continuous time approach can be

manually extended for sequential capability [59].

4.1.2 A Brief Introduction to System Dynamics

System Dynamics (SD) modeling is a popular implementation of a continuous time approach. It

was introduced by Jay Forrester to apply engineering principles to social systems [25], and was

first used in software process simulation modeling by Abdel-Hamid and Stuart Madnick [1].

The different types of elements in SD models will now be discussed based on definitions from

[53]. A graphical representation of these elements is given in Fig. 4.1.

A Level, also called a Stock, represents an element that accumulates or shrinks over time, eg.

defect level, personnel level etc.
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x

<varname>

    AUXILIARY/                         LINK    

    CONSTANT          

        LEVEL                               RATE          

    SOURCE/ 

    SINK          

Figure 4.1: System Dynamics Modeling Elements

A Rate, also called a Flow, represents an action and results in material flow to/from attached

levels over time depending on its value, eg. rework rate, implementation rate etc.

An Auxiliary variable assists in adding details to level and rate elements. They may be “score-

keeper”’ variables, eg. percent of job completed, or simply constants, eg. average delay time.

A Source/Sink is a point of reference for communication with systems or processes external

to the current system that are not being modeled. They act as infinite suppliers/repositories to the

attached rates.

A link is used to represent a dependency between two elements. Links are the essential tool

used to implement feedback and control.

SD models view the target system or process as a collection of flows that accumulate in differ-

ent levels over time [61]. The two important aspects of an SD model are its structure and behaviour

[49]. The structure of an SD model refers to the set of model elements and how they are intercon-

nected. The behaviour of an SD model refers to the way that model elements vary over time.

In an SD model all rates are active at all times. To implement a sequential process, as mentioned

in the previous section, constraints must be manually inserted to prevent all rates from running at

once.
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4.2 The TDD SD model
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Figure 4.2: The TDD System Dynamics simulation model (Adapted from Rahmandad & Hu [72]
and Cao et al. [14])
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The System Dynamics model of the TDD-based development process is given in Figure 4.2.

A simplified view of the model is presented with some elements being hidden for ease of under-

standing. The complete model is given in Appendix B.

In essence, the model displays the interaction between three subsystems using a parallel co-

flows structure. In this section each of the co-flows, and their respective subsystems, will be

described in detail, namely the Development, Defect and Design co-flows.

4.2.1 The Development Co-flow

 

User Stories to
be Completed

Analyzed
User
Story

Analyse a new
user story

Newly
Written

Test

Write a new
test

Size of Unit

Code
Pending

Test

Write just enough
code to pass the test

Code
Pending
Rework

Approved
Code

Rework
Discovery Rate

Approval Rate

Rework Rate Test Coverage
Test Writing
Productivity

Code Writing
Productivity

Rework
Productivity

User Stories
Completed

Light
Refactoring

Quality
of

DesignQuality
Degrades

Quality
Restored

Light Refactoring
Productivity

Confidence to
Refactor

Task Size

Analyzing Module
Productivity

EXT
EXT

EXT EXT

Figure 4.3: The Development Co-Flow (Connections to the other co-flows are marked EXT)

The Development co-flow, shown in Figure 4.3, is the main co-flow in the parallel structure

and models the development of a predefined number of user stories following the TDD approach.

Details of the development flow of a user story are shown in Figure 4.4 and are described next.

The development of each story begins with a short analysis/design phase where the high-level

architecture of the story-to-be-implemented is approximated. This activity is followed by story

implementation, one test at a time iteratively in the TDD manner. Each TDD iteration commences

with the developer writing a new test. This is followed by the writing of just enough code to

pass the test. Once the developer feels that the newly added code is in working order, he/she runs

the test suite which includes the newly added test. Instead of modeling the process such that the

newly added test sometimes fails and at other times passes, the process has been modeled such

that a certain portion of the newly added code is always approved whereas the remaining code
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Iteration
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Figure 4.4: Development Flow of a User Story

is identified as being defective and left to be reworked. This modeling change was made as it

facilitated easier modeling of the Defect co-flow and because it does not change the final result.

The next activity after running the test suite is reworking the faulty code. This is followed by

re-running the test suite. The reworked code itself gets divided into code that is approved and code

that is identified as being defective. New rework iterations are triggered as long as the rework

generated in the previous iteration is above a certain threshold. Once the rework phase is over,

code is refactored marking the end of a TDD iteration.

The scope of this model has been limited to modeling the design and implementation phases

of the SDLC as TDD predominantly impacts these phases. As such it assumes that requirements

have been collected beforehand. On the other end, this model only portrays a development process
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up to the end of unit testing in the traditional sense.

The three variables in this co-flow are Task Size, Test Granularity and Test Effort Ratio. Task

size is defined as the number of user stories (derived from the number of use cases) that are to be

completed at the start of the development process. Test granularity defines the number of story

points that are covered by a test in a TDD iteration i.e. a higher value of test granularity would

result in a larger number of tests per story iteration. Test effort ratio is used to indicate the amount

of time spent by the developer thinking about each story point prior to writing the test(s). It is

modeled as a ratio so that the time spent writing test(s) for a story point can be stated in relation to

the time spent writing code that implements that story point.

With regard to the development co-flow this model makes a number of assumptions:

• Since productivity, defined as the amount of material that can be processed in a time step, is

not to be investigated using this model, for simplicity purposes the individual productivities

for all activities modeled in the co-flow remain constant for the duration of the simulation.

• All user stories are assumed to have the same size and complexity.

• All stories are divided into the same number of tests which is determined by the test granu-

larity.

• The same constant amount of test effort, determined by the test effort ratio and the code

writing productivity, is spent on each story point.

4.2.2 The Defects Co-flow

The Defects co-flow, shown in Figure 4.5, models the generation and detection/removal of defects

over the duration of the development process. The quality of the system being developed is mea-

sured by the current defect level of the system; the quality of the end product is evaluated as the
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Figure 4.5: The Defects Co-Flow (Connections to the other co-flows are are marked EXT. Adapted
from Rahmandad & Hu [72].)

number of defects in the system once all user stories have been completed with all identified de-

fects having been fixed. This defect level is indicated by the model element Defects Missed. In this

section the defect generation and the defect detection process is explained.

4.2.2.1 Defect Generation in the Model

The defect generation process has been modeled such that the number of defects generated in

a TDD iteration is proportional to the amount of code being written. Within the confines of the

modeling scope, based on the defect classification scheme of the COQUALMO model [36] the two

major sources of defects in the modeled development process are the design and coding activities.

According to [9; 43; 87], the nominal defect generation rate in the design and coding activities is

typically arround 25 defects/KLOC and 15 defects/KLOC respectively. Since these activities are

somewhat merged when following TDD, in this model defects are typically injected at a combined
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rate of 40 defects/KLOC when the code for a test is being written.

However, the defect generation rates for these activities are not fixed at the typical values

mentioned above; rather these typical values are used as middle values on a scale with the actual

values of the rates being determined by other elements in the model. In this model the range of

the design and coding defect generation rates is chosen to be 12.5-37.5 defects/KLOC and 7.5-

22.5 defects/KLOC respectively. With regard to the design defect generation rate, it is modeled

to be dependant on the current quality of design. The intuition behind this dependancy is that

the process of updating/enhancing the design is more error-prone when the existing design is in a

worse condition. With regard to the coding defect generation rate, it is modeled to be dependant

on the developer’s conceptual understanding of the story point(s) being implemented, which in

turn is dependant on the variable Test Effort Ratio. This is rationalized using the intuition that if

developers spend more time pondering over each story point, they will have a better understanding

of the system, and consequently will be less likely to introduce defects during implementation.

Finally, since the number of defects generated in both the design and coding activities is dependant

on developers’ experience, the sum of the activity defect generation rates is adjusted, depending

on the variable Experience Level, to give the actual rate at which defects are introduced into the

system.

In addition to the initial implementation, the rework activity has also been modeled to give

rise to defects in the presented model. In particular, this model considers each iteration of rework

giving rise to defects of two types. The first type of defects are those defects that previously did

not exist in the code and have been newly introduced by the rework activity itself. The second type

of defects are those defects that were present prior to the rework activity and still remain in the

code after it has been reworked.
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rejection. For example, if a test covers fi ve tasks, its failure leads to sending all those 
tasks for further rework even though only one task may have a defect.

Figure 3 presents the conceptual framework we use to incorporate these consider-
ations. Here we represent the tasks as the area of the rectangle: the larger the number 
of tasks, the bigger the rectangle. The number of tasks at each stage is represented in a 
stock variable (see Figure 2 for a partial stock and fl ow diagram of the model). Defects 
are shown as the dots distributed in the task area. The number of these defects is tracked 
in the stock variable Defects in Tasks Pending Test (Figure 2). A perfect mixing nature 
of material in a stock requires these defects to be randomly distributed in the area. That 
is, the location of each defect is independent of other defects, and all points in the area 
have the same chance of including a defect. Finally, a test is represented as an oval that 
covers some area, i.e. a number of tasks. A test is then rejected if at least one of the 
defects inside the test area is identifi ed in the testing process. Otherwise the test is 
approved, accepting the part of the area covered by test into the stock of Tasks Approved 
(see Figure 2). The defects that have been missed in that test fl ow in parallel into the 
Defects Missed stock.

The perfect mixing requirement leads to independence of the placement of defects in 
the task area. That independence, in return, results in a Poisson distribution for the 
number of defects per any area in the task space because it satisfi es the necessary 
requirements for observing a Poisson distribution: that probability of observing a defect 
over an area does not change over different areas, and that probability of observing a 
defect over an area is independent of the observation of defects in the rest of the space. 
Establishing the Poisson distribution for the number of defects per task, we can calcu-
late the probability of fi nding k defects in a test area of size a (unit: task), where the 
defect density is d (unit: defect/task):3

 P k
e da

k

da k

#errors
!

=( ) =
( )−

 (1)

For example, the probability that no defect is present in the test area, and thus the test 
is approved (releasing the tasks in the test area into the Tasks Approved stock (Figure 
2) ) is e−da. In the numerical example, with a test area of a = 1 task, there is a 27 percent 

Fig. 3. The conceptual framework for modeling multiple defects per task. The area of the rectangle 
represents the tasks in one stock, the dots represent the defects, and the oval represents a test covering 
some tasks and potentially some defects

Figure 4.6: The framework for modeling of defects per story point. The above rectangle represents
the space of story points; the dots represent the defects; the oval represents a test that covers some
story points and any defects in them. (Adapted from Rahmandad & Hu [72])

4.2.2.2 Defect Detection & Removal in the Model

The number of defects that is detected, and subsequently removed, in a TDD iteration is modeled

to be dependant on the portion of the newly added code that is identified as being defective and is

subsequently reworked. An important aspect of the presented model is how the code pending test

is divided into code that is approved and code that is identified as being defective. The main idea

underlying the scheme on how code is divided, and consequently how the defects generated in an

iteration are divided into those that are reworked and those that escape into the final product, has

been taken from Rahmandad & Hu [72] and is explained in this section.

The conceptual framework for modeling defects is shown in Figure 4.6. Since the generated

defects can exist anywhere in the space of implemented code with equal probability, the defects

per area(unit: story point) meets the criteria of a Poisson distribution. Adopting this distribution,

the probability of k defects being covered by a test of area a assuming a defect density d(unit:

defects/story point) is given in Equation (4.1), eg. assuming a defect density of 1.5, the probability
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of one defect being covered in a test having a granularity level of 1 (i.e. a =1) is 1.5e−1.5.

P(De f ects = k) =
e−da(da)k

k!
(4.1)

In a practical enviroment, it is common for the testing process to be flawed. There are two

causes of imperfect testing that are considered within the presented model. Firstly, the written test

might not be rigorous enough to exercise all of the branches through code; thus some of the defects

in code will be missed during testing. Assuming that the probability of missing a defect during the

testing process is λ, the probability of a test, that covers k defects, passing is λk. Consequently,

the probability of a test passing is given in Equation (4.2). Also, the expected number of defects

in code that is covered by a test which passes, i.e., the defect density in approved code related to a

test, is given in Equation (4.3).

P(Test Passing) =
k

∑
i=0

P(de f ects = k)λk = e−da(1−λ) (4.2)

De f ect Density =
k

∑
i=0

kP(de f ects = k)λk = daλe−da(1−λ) (4.3)

The second cause of imperfect testing is lack of adequate test coverage. A portion of the code

might fall outside the coverage of its associated test. Consequently, all defects in this portion of the

code escape into the final product undetected. The defect density of code that is approved without

testing, due to coverage issues, is assumed to be the same as that of the code prior to the testing

process.

Based on the discussion on imperfect testing, the code pending test is classified into three

categories: code that is tested and rejected, code that is tested and approved and code that is

approved without testing. The first of these categories is code that is identified as being defective,

and is subsequently reworked, whereas the latter two categories form the set of approved code. The
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portion of the code pending test that falls into the first category is formulated as the product of Test

Coverage, which denotes the coverage level, and Test Failure Fraction, which denotes the fraction

of the code under coverage that fails or is rejected during testing. The Test Failure Fraction is

computed as 1-P(test passing).

With regard to the division of the generated defects, the number of defects that escape into

the final product is the sum of the number of defects from each of the latter two code categories

mentioned above. The number of defects from the first of these two categories, code that is tested

and approved, is formulated as the product of the portion of code in this category and the defect

density in tested and approved code given in (4.3). The number of defects from the other category,

code that is approved without testing, is formulated as the product of the portion of code in this

category and the defect density of the code prior to the testing process.

There are four variables related to the defect detection & aspect of the defect co-flow namely

Experience level, DTSI level, Test Effort Ratio and Test Granularity. The DTSI level denotes the

difficulty faced in applying TDD due to domain and technology specific issues. The first three of

these variables collectively determine the level of test coverage maintained for the duration of the

simulation. Experience level and Test Effort Ratio are modeled to be positivitely correlated with

test coverage whereas DTSI level is modeled to be negatively correlated. Test Granularity is one

of the elements used to determine what fraction of the portion of the newly added code that lies

under coverage is identified as being defective i.e. the Test Failure Fraction.

4.2.3 The Design Co-flow

Although investigating the impact of TDD on design quality is not one of the objectives of this

research thesis, considering the emphasis on agile design and refactoring, any analysis on the TDD

practice should, at least to some extent, consider the impact of changes to design on other aspects

of the development process. The design co-flow shown in Figure 4.7 presents a simplified view
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Figure 4.7: The Design Co-Flow (Connections to the other co-flows are are marked EXT. Adapted
from Cao et al. [14].)

of the evolution of design over the development cycle that has been adapted from Cao et al. [14].

This section elaborates on the details of this viewpoint and the interactions of the Design co-flow

with the Development and Defect co-flows.

In TDD theology refactoring is tightly interleaved with coding and testing. In practice, how-

ever, the frequency with which refactoring takes place and the exact point(s) during development

at which it is undertaken both vary from company to company. Consequently, for simplicity pur-

poses, this model assumes that light refactoring takes place at the end of every TDD iteration.

In literature on software design, there is no single metric that is used as a universal indicator of

the quality of design [14]. The chosen metric varies from context from context depending on the

purpose of the product and its future vision. Consequently, the perception of the quality of design

has been represented as a model element that ranges between 0 and 1. The value of the Quality of

Design varies over the duration of the development process. The view of design evolution assumed

in this model is explained next.

Prior to the start of the development process, the Quality of Design level assumes a value of 1

denoting a perfect design since no activities that could lower design quality have taken place. Once

development has started, in each TDD iteration the quality of the design degrades as functionality

is added/updated. Following the implementation of functionality, in each TDD iteration the de-
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sign quality is then restored by some light refactoring. In practice, the amount of refactoring that

takes place alongside coding is usually insufficient [67] due to factors such as schedule pressure.

Consequently, at the end of each iteration the quality of design is lower than its level at the start of

the iteration. As a result of falling a small amount of in each iteration, the quality of design even-

tually drops to an unacceptable level where the process of making changes is too expensive and

error-prone. At this point, new development is stopped and a major refactoring phase is triggered

where all efforts are geared towards refactoring code and improving its quality. Once the quality

of design is back to an acceptable level, new development is resumed.

The Design co-flow interacts with both the defect generation and the detection/removal process

of this model. With regard to defect generation, the current value of the stock Quality of Design

determines the precise value of the Design Defect Generation Rate within the range specified

earlier. As mentioned earlier, this modeling assumption can be rationalized on the reasoning that

a better design reduces “bug breeding grounds” and hence reduces the number of design-related

defects. With regard to defect detection/removal, a higher value of test coverage would result in

developers spending more time refactoring code in each iteration thus reducing the overall drop in

design quality at the end of every TDD iteration. The intuition behind this modeling assumption

is explained as the following. In TDD the automated test suite acts as a tool for regression testing

to ensure that the process of refactoring has not broken any functionality. A higher value of test

coverage strengthens the safety guarantee offered by the test suite thus increasing developers’

confidence in refactoring code and in turn resulting in them spending more time performing it

[4; 14].

There are three variables impacting the design co-flow namely Experience level, DTSI level,

Test Effort Ratio. The impact of all these variables is indirect and through the Test Coverage

element of the defect co-flow.
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4.3 Model Calibration and Validation

4.3.1 Model Calibration

Model calibration is one of the major obstacles in the field of software process simulation. This is

partially due to the nature of the field where it is intrinsicly difficult to assign numerical values to

all of the model elements. Moreover, effective calibration prerequisities the availability of data-sets

from real projects which are not readily available. Traditionally, the earlier issue has been resolved

using judemental estimation whereas for the latter issue modelers have resorted to data-sets that

have been previously made available on the internet, research papers such as in [15; 61].

The high-level data used to calibrate this model was taken from the empirical research work

by Dogsa & Batic [19] which provides sufficient details on a trial analyzing the use of TDD in

industry. Some of the model elements were calibrated based on empirical data reported in other

research on System Dynamics modeling of software processes. The remaining elements were

calibrated using judgemental estimation. After the initial calibration the model was validated using

the tests in the next section. Following that, the model was simulated and data on the evolution

of the modeled TDD process was analyzed. The model was iteratively tweaked and re-calibrated

after comparing simulation results with real-data in [19] and based on conversations with one of the

authors of the study. A complete listing of model elements and their values is given in Appendix

B.

4.3.2 Model Validation

According to Forrester & Senge [26], there is no single test that can be used to “validate” a System

Dynamics model. Instead, multiple tests can be used to build confidence in a model’s results. Based

on the two important aspects of an SD model, structural and behavioral, a variety of tests related

to each aspect can be conducted to strengthen model validity. This section details the measures
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that were taken to ensure that the model achieved a sufficient level of validity with regard to each

of these two aspects. The validation process consisted of two steps. The first step involved a

structural assessment of adjacent elements, model subsystems, and overall model structure [14].

Once sufficient confidence in the structural validity of the model had been established, in the

second step the behavioral validity of the system was assessed by analyzing the extent to which

the behavior generated by the model structure mimicked empirical practice [26].

4.3.2.1 Structural Validation

Sterman [86] specifies 12 tests for assessing the model structure; 6 of these tests are related to

structural validation and were undertaken for this part of the research. The tests that were con-

ducted include Boundary Adequacy, Structure Verification, Dimensional Consistency, Parameter

Verification, Extreme Conditions and Integration Error. Table 4.2 shows a summary of the analysis

on structural validation providing a description of each test’s intended purpose, the steps taken in

this research and test results.

4.3.2.2 Behavioral Validation

The behavioral validation of a model aims to assess the extent to which the model reproduces the

dynamic behavior found in practice (instead of comparing point estimates) [14]. Sterman [86]

mentions six tests related to behavioral validation; however, only four were found to be applicable

in this research. A summary of these tests is given in Table 4.3.
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Table 4.2: Summary of Structural Validation Tests (Selected from tests by Sterman [86])
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Table 3.2: Summary of Structural Validation Tests (Selected from Sterman [2000])

Test Purpose of Test Procedures Conducted in
this Research

Test Results

Boundary
Adequacy

Determines whether the im-
portant concepts are en-
dogenous to the model

Model Subsystems were ex-
haustively compared with
available literature to en-
sure that any potentially
important feedback loops
were not omitted

Model im-
proved to
include all of
the identified
endogenous
concepts
within model
scope

Structure
Verifica-
tion

Determines whether the
model structure is con-
sistent with available
descriptive knowledge of
system being modeled

1) Relationships between
model elements, inputs and
outputs were compared
with previous SD models
in the field of software
development 2) Defect and
design sub-sytems have
already been validated in
previous research Rahman-
dad and Hu [2010]; Cao
et al. [2010]

Passed

Dimensional
Consis-
tency

Determines whether the
equations used in the
model are dimensionally
consistent

Verified dimensional consis-
tency using Vensim’s built-
in tool

Passed

Parameter
Verifica-
tion

Determines whether param-
eter values are consistent
with available descriptive
and numerical knowledge of
system being modeled

Every model element has
been set based on a value
extracted from one of data
from real project on TDD,
other empirical findings in
literature and judmental es-
timation

Passed

Extreme
Condi-
tions

Determines whether system
illustrates logical behavior
when selected parameters
are assigned extreme values

Analyzed simulation results
to ensure correctness under
extreme values of input for
each variable and improved
model whereever required

Passed

Integration
Error

Determines whether simula-
tion results are sensitive to
the time step

1) Manually inspected the
differential equations to en-
sure independency of time
step. 2) Compared results
under three different time
steps.

Passed
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Table 4.3: Summary of Behavioral Validation Tests (Selected from tests by Sterman [86])
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Table 3.3: Summary of Behavioral Validation Tests (Selected from Sterman [2000])

Test Purpose of Test Procedures Conducted in
this Research

Test Results

Behavior
Repro-
duction

Determines whether model
reproduces behavior of in-
terest in the system

1) Model behaviors com-
pared with those from real
project 2) Model behaviors
compared with behaviors of
similar SD models

Model im-
proved to
mimic be-
havioral
dynamics
found in real
project and
other research
literature

Behavior
Anomaly

Determines whether the
change/deletion of assump-
tions results in anomalous
behaviors

If assumptions are signifi-
cantly changed or the refac-
toring effort is removed, the
model displays anomalous
behaviour

Performs
Well

Family
Member

Determines whether model
can generate behaviors of
other instances in same sys-
tem

Model represent behaviors
generated in only one class
of development i.e. Test-
Driven Development

N/A

Surprise
Behavior

Determines whether model
generates previously unob-
served behavior

None of the model elements
were found to exhibit be-
havior counter to intuition
and literature

Perfoms Well

Sensitivity
Analysis

Determines the degree to
which model’s behaviors or
results change when the
underlying assumptions are
varied

univariate and multivariate
analyses at differing values
for the identified moderator
variables

Performs
Well

System
Improve-
ment

Determines whether model-
ing the process assisted in
improving the system

Goal was solely to model the
existing system

N/A

4.4 Results

4.4.1 Research Questions

The goal underlying the development of the presented TDD SD model is to contribute towards the

larger scale effort of developing an SD model of an Extreme Programming(XP)-based development

process. As an application of this model, it is simulated to analyze the effects of changes in the

moderator variables identified in Chapter 3. Related to this application, the simulation process is
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expected to answer the questions below. Both of these questions are answered using results from

multiple multivariate and univariate sensitivity analyses that were conducted using the moderator

variables as the sensitivity parameters.

• RQ:1 What is the impact of varying the moderater variables on the defect level of the final

product?

• RQ:2 How do changes in the moderator variables influence the defect level of the final prod-

uct? Can we confirm the results from the meta-analysis using the simulation data?

4.4.2 Analysis of Simulation Results

4.4.2.1 Impact on Defect Level

For answering RQ:1, a multivariate sensitivity analysis was conducted using all of the moderator

variables as sensitivity parameters except the task size. In particular, 1000 simulation runs were

conducted for the model with the values assumed by Experience Level, Test Effort Ratio, Test

Granularity and DTSI Level in each simulation run being selected from the distributions given in

Table B.1 in Appendix B. A task of roughly the same size as the one chosen in Dogsa & Batic [19]

was preset for all the simulation runs.

A histogram of the number of defects, recorded at the end of each of each simulation run, is

shown in Fig. 4.8. From the diagram the defect distribution appears to be Beta in shape. In order to

assess the goodness-of-fit of the model’s defect distribution to a Beta distribution, the Kolmogorov-

Smirnov (K-S) test was performed. For the K-S test the null hypothesis is that the distribution can

be approximated by Beta distribution. Results from the test at the 5% significance level are shown

in Table 4.4.

Since the Kolmogorov-Smirnov statistic ksstat is less than the critical value cv the null hypoth-

esis is accepted and we can assert that within the modeling scope the number of defects generated

can be approximated using a Beta distribution. However, outside the modeling scope it is plausible
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Figure 4.8: Distribution of defects in final product (i.e. model element Defects Missed) over 1000
simulation runs

Table 4.4: Kolmogorov-Smirnov test on the defect distribution of the TDD model
Attribute Value Comments
α 122.83 Sample Mean
σ 66.27 Sample Standard Deviation
σ2 4391.71 Variance
h 0 Null Hypothesis (0: accepted 1: rejected)
p 0.86 P value (if p < 0.05, can reject null hypothesis at

the 95% confidence level)
ksstat 0.019 Kolmogorov- Smirnov test statistic
cv 0.043 Critical Value

that the defect level can be approximated by a Gaussian distribution. In the conducted simulation

runs, the shape of the defect distribution is most likely the result of the relationships of both the

Experience Level and Test Effort Ratio with Test Coverage which are modeled to be approximately

logarithmic in shape.

4.4.2.2 Nature of the Impact on Defect Level

To answer RQ:2 the impact of changes in each variable will now be discussed.

Analyzing the effect of changes in Task Size

The meta-analysis in Chapter 3 found a correlation between the task size and the magnitude of

the improvement in quality. The intuition given behind this correlation was that benefits of TDD

might not be immediately apparent and it may take some time before they become visible. To
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Table 4.5: Simulation Results for different Task Sizes
Task Size # of Use Cases Mean(Defects) Variance(Defects)
T1 20 36.17 19.35
T2 40 74.02 39.36
T3 63 (from research by Dogsa

& Batic [19])
122.83 66.27

affirm this claim the simulation process, whose details are specified in the analysis for RQ:1, was

repeated using two different task size values. In other words, the model was simulated 1000 times

for each of the two new task size values.

It is important to highlight that the model uses the unit ‘user story’ for the requirements whereas

Dogsa & Batic [19] use the unit ‘use case’. The conversion from user stories to use cases has been

done based on data given in their research work.

The mean and standard deviation of the defect distribution at the three values of the task size is

given in Table 4.5. Moreover, the histograms of the three defect distributions are shown in Figure

4.9.

If the claim of benefits taking longer to materialize is true and a correlation between the task

size and the magnitude of the improvement does exist, what must also be true is that the range

of the magnitude of the improvement, spanned as a result of the performance of TDD varying

from context to context (due to differing values of moderator variables other than task size), is

correlated with the task size. As such, the range of the magnitude of the improvement should be

larger for larger task sizes. Differences in the ranges of the magnitude of the improvement, under

the three task size settings, can be estimated by comparing the differences in ranges of the defect-

level distribution of the end product. From Figure 4.9 it is visible that the claim of the task size

being correlated with the magnitude of the improvement in quality is indeed true since the defect

distribution curve for task size T3 has a much larger horizontal spread in comparison to the curve

for task T2, which in turn has a significantly larger horizontal spread than the curve for task size

T1.

Analyzing the effect of changes in Experience Level
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(a) Defect Distribution for T1 (b) Defect Distribution for T2

(c) Defect Distribution for T3

Figure 4.9: Defect Distribution for differing Task Size

Perhaps one of the most important variables with regard to its influence on the success of

a TDD implementation is developers’ Experience Level. As mentioned in the previous chap-

ter, the Experience Level is an indicator of the proficiency with which developers can carry out

development-related TDD tasks. From the defect co-flow it is visible that this variable influences

the Test Coverage and Cumulative Defect Generation Rate elements. Consequently, this section

will analyze the effect of varying these two concepts on the simulated development process.

For this part of the analysis the model was simulated three times with experience level being

the only investigated variable. The remaining variables were held constant and assumed the same

value across all three simulation runs. The three values chosen for Experience Level correspond to

low, medium and high levels of experience. Details of the simulation runs are given in Table 4.6.

Looking first at the impact of experience on the defect detection/removal aspect, Figure 4.10

illustrates the changes in the evolution of the design quality as a result of the indirect impact of
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Table 4.6: Simulation Details for Analyzing Effect of Experience Level
Simulation Experience

Level
Task Size Test Granu-

larity
Test Effort
Ratio

DTSI Level

EXPR
1(Low)

0.4 63 use cases 1 test/story
point

0.6 0.2

EXPR
2(Medium)

0.7 63 use cases 1 test/story
point

0.6 0.2

EXPR
3(High)

0.9 63 use cases 1 test/story
point

0.6 0.2

 

Figure 4.10: Quality of Design vs. Use Cases Completed for differing Developer Experience Level

changes in Experience Level through the Test Coverage element. As mentioned earlier, Experience

Level has a positive impact on Test Coverage. It is visible from the graph that at a lower experience

level the design quality deteriorates at a faster rate. Differences in design quality become more

prominent as the simulations progress. Moreover, in simulation EXPR 1 major refactoring, indi-

cated by the spikes in the graph, was triggered thrice over the duration of the development process

whereas in EXPR 2 and EXPR 3 major refactoring only needed to be triggered twice for project

completion.

With regard to the defect generation process, from the model it is visible that the Experience

Level directly impacts the Cumulative Dfct Generation Rate and also has an indirect impact through

the Quality of Design. Modeling the Experience Level to have two distinct impacts on the Cumula-

tive Dfct Generation Rate might seem incorrect however this modeling decision can be rationalized
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Figure 4.11: Cumulative Defect Generation Rate vs. Use Cases Completed for differing Developer
Experience Level

in view of the assumption that the Experience Level model element provides a wholistic view of

the different types of developer experience. As such, the direct impact on Cumulative Dfct Gen-

eration Rate represents the influence of design and coding experience whereas the indirect impact

represents the influence of testing experience.

Figure 4.11 shows the impact of changes in Experience Level on the Cumulative Dfct Gen-

eration Rate. In the simulated development process the defect generation rate from coding re-

mains constant for the duration of the simulation whereas that from design varies depending on

the present design quality; consequently, the dynamics of the Cumulative Dfct Generation Rate

are similar to that of the Quality of Design. In correlation with the design quality, the defect gen-

eration rate rose at a slower level when the experience level was higher. Consequently, at a higher

experience level, the rise in defect generation between two adjacent major refactoring phases was

much less. However, unlike the design quality, from the start of the simulation runs there were

significant differences in the defect generation rate amongst the three runs.

Figure 4.12 shows the evolution of defects in the final product in the three simulation runs.

From the above results on the Experience Level, it can be inferred that a higher level of experience

reduces the defect generation rate in addition to improving the defect detection rate (due to its
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Table 4.7: Simulation Details for Analyzing Effect of Test Granularity
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Figure 3.12: Defects Missed vs. Use Cases Completed for differing Developer Expe-
rience Level

Table 3.7: Simulation Details for Analyzing Effect of Test Granularity

Group Simulation Test Granularity Test Cov-
erage

Task
Size

Experience
Level

Test Effort
Ratio

GRP 1
GRAN
1(High)

0.5 test/story point 0.95 63 use
cases

0.7 0.6

GRAN
2(Medium)

1 test/story point 0.95 63 use
cases

0.7 0.6

GRAN
3(Low)

1.5 test/story point 0.95 63 use
cases

0.7 0.6

GRP 2
GRAN
1(High)

0.5 test/story point 0.75 63 use
cases

0.7 0.6

GRAN
2(Medium)

1 test/story point 0.75 63 use
cases

0.7 0.6

GRAN
3(Low)

1.5 test/story point 0.75 63 use
cases

0.7 0.6

Analyzing the effect of changes in Test Granularity

For the analysis on Test Granularity the model was simulated under three different

settings for Test Granularity whilst keeping all other variables constant. The entire

simulation process was then repeated for a different value of Test Coverage; there were

6 simulation runs that were conducted in total. To simplify the simulation process,

for only this part of the analysis the model was altered by removing the dependencies

impact on test coverage). Intuitively, a lower defect generation rate and a higher defect detection

rate over the project’s duration is expected to result in fewer defects in the final product as displayed

by the graph in Figure 4.12.

 

Figure 4.12: Defects Missed vs. Use Cases Completed for differing Developer Experience Level

Analyzing the effect of changes in Test Granularity

For the analysis on Test Granularity the model was simulated under three different settings for

Test Granularity whilst keeping all other variables constant. The entire simulation process was then

repeated for a different value of Test Coverage; there were 6 simulation runs that were conducted

in total. To simplify the simulation process, for only this part of the analysis the model was
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Figure 4.13: Defects Missed vs. Use Cases Completed for differing Test Granularity at Test Cov-
erage 0.95

altered by removing the dependencies of Test Coverage and modeling it as a predefined constant.

Accordingly, details of the simulation runs are given in Table 4.7.

Although the meta-analysis in Chapter 3 failed to find a significant correlation between the test

granularity and quality, this result cannot be considered to be definite as test granularity was con-

ceptualized differently from study to study and the number of studies used to formulate the claim

were also relatively few. Figure 4.13 shows the evolution of defects in the final product i.e. the

model element Defects Missed for the group of simulation runs where the Test Coverage was 0.95.

In contrast to the result of the meta-analysis, the simulation process indicates that test granularity

has a significant impact on the evolution of defects. This impact can be rationalized by extending

the claim made earlier, of a higher test granularity level leading to a narrower development scope,

by stating that a narrower development is likely to result in developers spending more time ponder-

ing over finer-grained details, and consequently is expected to result in developers making fewer

mistakes thus reducing the defect level.

When the results from the simulation runs at Test Coverage value 0.95 are compared, the defect

level drops by a significant amount upon the shift from a Test Granularity of 1.5 to 1.0, however,

the drop is not as substantial from the shift from 1.0 to 0.5. This result can be justified using
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Figure 4.14: Defects Missed vs. Use Cases Completed for differing Test Granularity at Test Cov-
erage 0.75

the argument that upon the shift from 1.0 to 0.5 the drop in cognitive load, due to a narrower

development scope, was not as substantial in comparison to when the shift was made from 1.5

to 1 because the cognitive load when Test Granularity was 1.0 was already manageable and not

burdensome and as such the drop in development scope, due to the shift in Test Granularity from

1.0 to 0.5, did not result in much of a reduction in the cognitive load.

Figure 4.14 shows the evolution of Defects Missed at Test Coverage value 0.75. Two interesting

observations can be derived from the results of this group of simulation runs. Firstly, it can be noted

that test coverage has a greater impact on TDD’s performance than the test granularity. This can be

generalized from TDD’s worst performance at Test Coverage value 0.95, illustrated by the defect-

curve for GRAN 3 in Figure 4.13, being better than its best performance at Test Coverage value

0.75, shown by the defect-curve for GRAN 2 in Figure 4.14. Secondly, the relative ordering of

the defect-level curves has changed with the worst performance now being recorded at the highest

level of granularity and the gap between the defect distribution curves at Test Granularity 1.0 and

1.5 having narrowed down.

With a lower level of test coverage there is a larger probability of defects lying outside the

covered code. In this case it might be preferable to have tests that are more coarsely-grained as
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they would help in identifying defects that would otherwise have laid on the boundaries between

two tests and would not have been detected due to a lack of coverage. Consequently, one plausible

explanation for the re-ordering of the granularity results is that, in comparison to the Test Gran-

ularity value 1.5, at the value 0.5 the drop in the number of defects generated, due to a reduced

scope, is overshadowed by the number of defects escaping due the testing process due to the lack

of coverage. However, at the value 1.0 the advantage brought about by the reduced scope is still

predominant resulting in a lower defect level than at the value 1.5.

Analyzing the effects of changes in Test Effort and Domain & Tool Specific Issues

In the presented model the variable Test Effort Ratio impacts both the generation of defects and

the detection/removal of defects. With regard to defect detection, as mentioned earlier, an increase

in test effort is modeled to result in an increase in the level of test coverage. An improvement

in test coverage is expected to result in more of the defects in the system being identified during

test suite runs. With regard to defect generation, an increase in test effort would imply that more

time is being spent on the preparation of each test. Consequently, as explained earlier, developers

are expected have a better understanding of the system being developed and thus would introduce

less defects during the coding or implementation of the system. Also, due to the impact of test

coverage on the design quality, an increase in test effort is indirectly expected to lower the number

of design-related defects. In summary, due to a drop in the number of defects that are generated

and an improvement in the fraction of the defects that are detected during testing, an increase in

test effort is expected to lower the overall defect count of the end product. Since the impact of test

effort is very similar to the impact of experience level, for brevity purposes the results related to

this variable have been omitted.

The variable Domain & Tool Specific Issues (DTSI), based on the available empirical research,

has been modeled to influence the quality result solely through its impact on test coverage. As

mentioned earlier, DTSI Level has a negative impact on Test Coverage. Due to its impact on test

coverage, a higher DTSI Level is expected to lower the rate of defect defection. Also, a higher
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Figure 4.15: Distribution of Test Coverage over 1000 runs

value for this variable is expected to increase the rate of defect generation due to its indirect impact

on the design quality. Though, in contrast to the Test Effort Ratio, a higher DTSI Level does not

raise the defect generation rate by the same extent as it impacts only the design source of defects.

Intuitively, due to a negative impact on defect detection and a positive impact on defect generation,

a higher DTSI intensity will increase the defect level of the product. To avoid repitition results

from simulation runs at different values of DTSI Level have been excluded from this analysis.

Other Results

The analysis on the variables Experience Level, DTSI Level and Test Effort Ratio revealed that

the test coverage plays a major role in the evolution of defects in the system. As highlighted in

the previous section, not only does the test coverage partially determine the fraction of the defects

that are detected, but it also influences the number of defects that are generated. Furthermore,

when analyzing results on the variable Test Granularity, it was found that test coverage can also

influence the nature of the impact of other moderator variables. Hence, it would be interesting to

see the range of values assumed by this model element when all moderator variables are varied

within reasonable limits (i.e., those given in Table B.1 in Appendix B.).

Figure 4.15 shows a plot of the values assigned to the model element Test Coverage in the 1000

simulation runs explained in Section 4.4.2.1. It is visible that the coverage value in the simulations

ranged from approximately 0.5 to 0.9. This is a contrast to the image portrayed by advocates of
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TDD. They claim that by adhering to TDD’s principle of only writing code to pass a failing test,

the resulting test suite exhibits a high level of test coverage; however, the presented model and its

simulation results conclude that the test coverage may vary significantly depending on the values

of the moderator variables and in some cases may be inadequately low reducing the ability to

leverage the benefits of TDD.

4.5 Limitations

Simulation models provide a simplistic view of reality and as such their results should not be

accepted without assessing their limitations. The main limitations of the model presented in this

chapter are given below.

• The most obvious limitation is that not much emphasis has been placed on the productivity

aspect of this model. In particular, constant productivities have been assumed for each of the

activities that make up the TDD-cycle which is rarely the case in practice.

• Another limitation is that a simlified view of design was assumed during the modeling pro-

cess. This was the only option available as the impact of TDD on design still remains unclear.

• Some of the elements, in particular the Coding Defect Generation Rate, the Experience Level

and the Test Coverage, were modeled to be constant for the duration of the simulation. In

reality, the concepts represented by these elements are expected to change over the project’s

course; however, the factors that cause these changes are outside the scope of the model and

hence this simplifying assumption has been made.
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4.6 Discussion

This chapter presented a System Dynamics model of a TDD-based development process. Consid-

ering that TDD is predominantly an implementation-phase practice, with some effects on system

design, the scope of the model was limited to analyzing the impact of the practice on these two

phases. As such, the simulation process commences on the assumption that requirements have

already been collected and models the development process up to the point where implementation

has been completed and the system has been unit tested.

As an application of the model, we simulated the impact of changes in the values of mod-

erator variables. Results from the simulation process helped identify/confirm some observations

regarding the the impact of these variables.

With regard to task size, the simulation process affirmed that benefits from applying TDD pro-

gressively increase in magnitude, and as a result are expected to be greater in larger-scale systems.

However, results from the remaining moderator variables indicated that the task size is not the only

factor influencing the extent of the improvement experienced in a particular context.

With regard to experience level, in accordance with intuition that developers’ experience level

will determine the proficiency with which they can carry out development-related activities, the

defect generation rate was found to be inversely correlated with the experience level. Although

the impact of experience on the design and coding activities is fairly straightforward, a more subtle

impact identified by the simulation process was that of testing experience on design-related defects.

In particular, the simulation process revealed that by maintaining a higher coverage level, possibly

due to a higher testing experience level, the drop in design quality is slower, which in turn would

lead to less design-related defects being generated than would otherwise have been the case. Due

to its impact on test coverage, in addition to defect generation, the experience level also plays a

role in determining the fraction of the generated defects that are detected during test suite runs.

With regard to test granularity, the simulation process further strengthened the claim of finer-
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grained TDD tests resulting in higher system quality. Though, it was found that the magnitude

of the benefit achieved by a finer granularity level decreases as the tests become more and more

finer-grained. Interestingly, the nature of the impact of test granularity was found to be altered at a

lower level of test coverage.

With regard to the remaining variables, Test Effort and DTSI, due to their impact on test cov-

erage, they were observed to impact both the generation and the detection of defects.
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Chapter 5

Conclusions and Future Work

In the past decade, Agile development has been one of the prime areas of focus within software

engineering research. Interest in agile practices/methodologies has partially been fueled by their

widespread acceptance in industry. However, to remove misconceptions and to promote further

adoption it is important to gain a deeper understanding of these practices/methodologies and val-

idate their benefits as well as identify variables that influence their performance. This research

takes a step towards this goal by providing some insight into the TDD practice.

The intent of this thesis was to build on the knowledge acquired from previous empirical re-

search on TDD. A two-phased approach was adopted where the first phase involved a meta-analysis

of studies and the second phase involved the development of a simulation model of a TDD-based

development process.

The presented meta-analysis examined the impact of TDD on the quality and productivity out-

come constructs. Despite considerable differences amongst the studies, some valuable insight can

be gained from their collective analysis. At the high level, results from the meta-analysis were

similar to those reported in earlier analyses of TDD. In particular, support was found for a small

to medium sized improvement in quality but results on productivity were inconclusive. At the

low level, the meta-analysis helped identify moderator variables that can be used to rationalize the

variation in studies’ results. Five potential moderator variables were proposed namely task size,

developer experience, test granularity, test effort and domain & tool-specific issues (DTSI). With

regard to task size, a positive correlation was found with the magnitude of the improvement in

quality. Although no direct correlation was found between experience level and either of the out-
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come constructs, too few studies were used in the analysis for this result to be considered definite.

Nonetheless, the examined research did reveal that experienced developers maintain higher test

coverage and refactor code more. Test granularity was found to be correlated with an improvement

in productivity. No significant evidence was found of the impact of test effort, however, following

intuition this variable is hypothesized to influence at least the quality construct. Similar to test

effort, not much evidence on the quantitative impact of domain and tool-specific issues (DTSI) is

available; however, this variable is expected to negatively impact TDD’s performance as has been

discussed qualitatitvely in multiple studies.

The presented SD simulation model facilitated a detailed examination of the impact of TDD

on the quality construct. The model itself was a compound of three co-flows corresponding to the

three major subsystems related to the evolution of defects in literature on TDD. As an application

of the model, it was simulated under settings for moderator variables discussed earlier. The simu-

lation process affirmed/provided some insight regarding the nature of the impact of the moderator

variables. With regard to task size, the simulation process confirmed the claim that benefits from

the application of TDD may not be immediately apparent and they progressively increase in magni-

tude in conjunction with system size. With regard to experience level, an interesting phenomenon

that was observed was the impact of testing experience on system design. In particular, higher test-

ing experience was found to reduce the rate at which the design deteriorates during development.

This, in turn, is expected to lower the growth rate of design-related defect generation as devel-

opment progresses and perhaps also improvement overall productivity by reducing the number of

‘major refactoring’ phases during system development. With regard to test granularity, quality im-

provements were found to increase as test become more fine-grained. However, simulation results

also revealed that these improvements become progressively smaller in magnitude as test become

more finer-grained and also, if coverage is not adequately ensured, beyond a certain level of gran-

ularity benefits might start to reverse. With regard to test effort and DTSI, due to their influence on

test coverage, they were both found to significantly influence both the defect generation process
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and the defect detection process. Lastly, the simulation process revealed that although TDD might

be practiced, it is highly possible that the test coverage may vary significantly and its actual value

is far below 100% due to the influence of the moderator variables.

To conclude this analysis, we suggest some guidelines for future research. One such route is

further research into identifying and analyzing possible sources of variation in TDD’s performance.

Another promising avenue is investigating the effect of TDD on the initial and the continual de-

sign effort. Although multiple studies of TDD’s impact on design exist, few analyze this internal

construct in combination with the external constructs quality and productivity. Thirdly, differences

between the impacts of test granularity and test effort could be examined in future empirical trials.

For researchers intending to conduct empirical trials some of the following considerations

should be taken into account. Researchers should ensure that adequate training has been given

to the TDD group beforehand and that the subjects have fully grasped the technique prior to the

actual experiment. Also, it is important that the duration of the entire development process is

recorded as opposed to only noting the duration of the implementation phase. Moreover, the term

experience has been used broadly and it might be beneficial to distinguish between the different

types of experience. Lastly, task difficulty should be reported in a more objective fashion so that

tasks can be easily compared across experiments and an analysis into whether this variable is a

moderator variable can be conducted.
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91



L. Huang, M. Holcombe, Empirical investigation towards the effectiveness of Test First program-
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Computer Science, Springer Berlin / Heidelberg, 2004, pp. 219-222.

L. Madeyski, Preliminary analysis of the effects of pair programming and test-driven development

on the external code quality, in: Software Engineering: Evolution and Emerging Technologies,

Vol. 130 of Frontiers in Artificial Intelligence and Applications, IOS Press, 2005, pp. 113-123.

M. Muller, O. Hagner, Experiment about test-first programming, Software, IEE Proceedings - 149

(5) (2002) pp. 131-136.

N. Nagappan, E. Maximilien, T. Bhat, L. Williams, Realizing quality improvement through test

driven development: results and experiences of four industrial teams, Empirical Software En-
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as a Tool EUROCON 07, 2003, pp. 83-86.
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Driven Development on the Evolution of a Reusable Framework of Components: An Indus-

trial Case Study, in: Proc. of 3rd International Conference on Software Engineering Advances,

2008, pp. 214-223.

J. Vu, N. Frojd, C. Shenkel-Therolf, D. Janzen, Evaluating Test-Driven Development in an Industry-
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Appendix B

Model Details

This chapter provides provides details related to the SD model presented in Chapter 4.

B.1 The complete SD model

Figure B.1 shows the same model as Chapter 4. However, this figure shows all model elements

that were previously hidden for simplicity.

B.2 Model Equations

The differential equations used in the SD model are given below.

B.2.1 Model Constants

Nominal design restore per unit=0.000165

Duration for Major Refactoring=999

DTSI Level=0.5

Experience Level=0.7

Analyzing Module Productivity=12
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Figure B.1: The TDD SD model with hidden elements

Test Granularity=1.5

Minimum Understanding Level=0.5
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Margin of Error 2=0.03

Size of User Story=12

Time Step=0.125

Test Effort Ratio=0.8

Max refactor imprv per hr=0.0005

Max units=10000

Min refactor imprv per hr=0.0001

min cd per unit=0.075

min dd per unit=0.125

Nominal design degrade per unit=0.0005

max cd per unit=0.225

max dd per unit=0.375

Task Size=3780

Min Light Refactoring Productivity=1

Probability of missing a defect=0.3

Margin of error 1=0.0001
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Rework Finish Switch=0.001

Code Writing Productivity=0.8

Rework Productivity=8

Rework Correction Ratio=0.8

B.2.2 Model Auxiliaries

Avg Dfct per Test=

Dfct Dnsty in Cde Pndg Test*Test Granularity

Avg Dfct per Test after Rwrk=

Dfct Dnsty in Rwrked Cde Pndg Test*Test Granularity

Size of Unit=Test Granularity

Test Coverage=

((Test Effort Ratio\ˆ(1/1.5)) * (1/3))

+ ((Experience Level\ˆ(1/2.5))* (1/3))

+ ((1-0.75*DTSI Level)* (1/3))

Test Failure Fraction=

IF THEN ELSE( Rework Rate>0 ,

1-EXP(-Avg Dfct per Test after Rwrk

*(1-Probability of missing a defect)),

1-EXP(-Avg Dfct per Test

*(1-Probability of missing a defect)))
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Dfct Dnsty in Cde Pndg Test=

Cumulative Defect Generation Rate

Min Threshold= SIMULTANEOUS(

IF THEN ELSE(

INTEGER(Refactor Counter+0.03)=Days for Major Refactoring,

Quality of Design/2,

Min Threshold)

,0.5)

Dfct Dnsty in Cmpltd Cde=

ZIDZ(Defects Missed,Use Cases Completed)

Dfct Dnsty in Rwrked Cde Pndg Test=

ZIDZ(New Defect Generation Rate+Defects Missed during Rework,

Rework Rate)

Dfct Dnsty in Approved Reworked Code=

EXP(-(1-Probability of missing a defect)*Avg Dfct per Test after Rwrk)

*Avg Dfct per Test after Rwrk*Probability of missing a defect

Use Case Complete Indicator=

IF THEN ELSE(MODULO(Iteration Counter,

INTEGER((Size of User Story/Size of Unit)+0.99))<0.01,

1,0)

Dfct Dnsty in Approved Code=

EXP(-(1-Probability of missing a defect)*Avg Dfct per Test)

*Avg Dfct per Test*Probability of missing a defect
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Conceptual Understanding of unit=

Minimum Understanding Level+(1-Minimum Understanding Level)

*Test Effort Ratio

Test Writing Productivity=(1/Test Effort Ratio)

*Code Writing Productivity

Light Refactoring Productivity=

Min Light Refactoring Productivity/Confidence to Refactor

Confidence to Refactor=

Test Coverage

Dfct Dnsty in Cde Pndg Rwrk=

ZIDZ(Defects Pending Rework, Code Pending Rework)

B.2.3 Model Rates

Quality Restored=

IF THEN ELSE( Light Refactoring > 0,

Nominal design restore per unit

*(1/Light Refactoring Productivity)*Light Refactoring

,0 )

Quality Degrades=

Nominal design degrade per unit

*Write just enough code to pass the test
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Major refactoring =

IF THEN ELSE((Quality of Design<Min Threshold

:OR:(Refactor Counter>0.1 :AND:INTEGER(Refactor Counter+0.03)

<=Days for Major Refactoring))

:AND: Quality Degrades=0

:AND: Quality Restored=0:AND:Rework Rate=0,

Max refactor imprv per hr-

(Max refactor imprv per hr-Min refactor imprv per hr)

*(Use Cases Completed/Max units

,0)

New Defect Generation Rate=

IF THEN ELSE( Write just enough code to pass the test > 0

:OR: Rework Rate > 0,

IF THEN ELSE(Write just enough code to pass the test > 0,

Write just enough code to pass the test

*Cumulative Dfct Generation Rate,

Rework Rate*Cumulative Dfct Generation Rate)

,0)

Defect Discovery Rate=

IF THEN ELSE( New Defect Generation Rate > 0,

IF THEN ELSE(Rework Rate > 0,

New Defect Generation Rate+Defects Missed during Rework

-Defect Escape Rate,

New Defect Generation Rate-Defect Escape Rate)

,0)

Defect Escape Rate=

IF THEN ELSE(New Defect Generation Rate > 0,

IF THEN ELSE(Rework Rate > 0,
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Tstd Code Approval Rate*Dfct Dnsty in Approved Reworked Code

+(Approval Rate-Tstd Code Approval Rate)

*Dfct Dnsty in Rwrked Cde Pndg Test,

Tstd Code Approval Rate*Dfct Dnsty in Approved Code

+(Approval Rate-Tstd Code Approval Rate)

*Dfct Dnsty in Cde Pndg Test)

,0)

next iteration=

IF THEN ELSE( Newly Written Test=0

:AND:Write a new test>0,

(1/TIME STEP)

,0)

Cumulative Defect Generation Rate=

(Design Dfct Generation Rate+Coding Dfct Generation Rate)

*((1-0.95*Experience Level)*(1/2))

Analyse a new user story=

SIMULTANEOUS(

IF THEN ELSE( Analyzed User Story<Size of User Story

:AND:Use Cases to be Completed> 0.01

:AND: Use Case Complete Indicator =1

:AND:Write a new test=0

:AND:Write just enough code to pass the test=0

:AND:Rework Rate=0

:AND:Light Refactoring=0

:AND:Major refactoring=0,

IF THEN ELSE(Analyzed User Story<Size of User Story,

Analyzing Module Productivity,0)

,0)
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,Analyzing Module Productivity)

Light Refactoring=

IF THEN ELSE(Approved Code>0

:AND:Write just enough code to pass the test=0

:AND:Rework Rate=0,

IF THEN ELSE(Approved Code>

((Light Refactoring Productivity*TIME STEP)+Margin of Error 2),

Light Refactoring Productivity,

Approved Code*(1/TIME STEP))

,0)

Coding Defect Generation Rate=

min cd per unit+(max cd per unit-min cd per unit)

*(1-(2*Conceptual Understanding of unit-1))

Design Defect Generation Rate=

min dd per unit+(max dd per unit-min dd per unit)

*(1-Quality of Design)

counting=IF THEN ELSE( Major refactoring>0, 1,0)

empty counter=

IF THEN ELSE(Refactor Counter>0:AND:counting=0,

Refactor Counter*(1/TIME STEP)

,0)

Write a new test=

SIMULTANEOUS(

IF THEN ELSE(Analyse a new user story=0

:AND: Analyzed User Story > 0
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:AND:Write just enough code to pass the test=0

:AND:Rework Rate=0

:AND:Light Refactoring=0

:AND:Major refactoring=0,

IF THEN ELSE( Size of Unit - Newly Written Test

> (Test Writing Productivity*TIME STEP),

IF THEN ELSE((Test Writing Productivity*TIME STEP)

>Analyzed User Story,Analyzed User Story

*(1/TIME STEP),Test Writing Productivity),

IF THEN ELSE((Size of Unit - Newly Written Test)

>Analyzed User Story,

Analyzed User Story *(1/TIME STEP),

Size of Unit - Newly Written Test)*(1/TIME STEP)))

,0)

,0)

Approval Rate=

IF THEN ELSE Write just enough code to pass the test>0

:OR: Rework Rate > 0,

IF THEN ELSE(Write just enough code to pass the test>0,

Write just enough code to pass the test-Rework Discovery Rate,

Rework Rate-Rework Discovery Rate)

,0)

Rework Discovery Rate=

IF THEN ELSE( Write just enough code to pass the test>0

:OR: Rework Rate > 0,

IF THEN ELSE(Write just enough code to pass the test>0,

(Test Failure Fraction*Test Coverage)

*Write just enough code to pass the test,

104



(Test Failure Fraction*Test Coverage)*Rework Rate)

,0)

Write just enough code to pass the test=

SIMULTANEOUS(

IF THEN ELSE(Newly Written Test>0

:AND:Write a new test=0,

IF THEN ELSE(Newly Written Test

>((Code Writing Productivity*TIME STEP)+Margin of error 1),

Code Writing Productivity,

Newly Written Test*(1/TIME STEP))

,0)

,0)

Defect Corrected during Rework=

IF THEN ELSE(Rework Rate>0,

Rework Rate*

MIN( Dfct Dnsty in Cde Pndg Rwrk,Rework Correction Ratio)

,0)

Defects Missed during Rework=

IF THEN ELSE(Rework Rate>0,

Rework Rate*

Dfct Dnsty in Cde Pndg Rwrk-Defect Corrected during Rework

,0)

Tstd Code Approval Rate=

IF THEN ELSE( Write just enough code to pass the test>0

:OR: Rework Rate > 0,

IF THEN ELSE(Write just enough code to pass the test>0,

(1-Test Failure Fraction)*Test Coverage

105



*Write just enough code to pass the test,

(1-Test Failure Fraction)*Test Coverage

*Rework Rate)

,0)

Rework Rate=

IF THEN ELSE(Code Pending Rework>Rework Finish Switch

:AND:Write just enough code to pass the test=0 ,

IF THEN ELSE(Code Pending Rework>(Rework Productivity*TIME STEP)

,Rework Productivity,

Code Pending Rework*(1/TIME STEP))

,0)

B.2.4 Model Levels

Quality of Design=

INTEG (Major refactoring+Quality Restored-Quality Degrades,1)

Iteration Counter=

INTEG (next iteration, 0)

Use Cases to be Completed=

INTEG (-Analyse a new user story,Task Size)

Refactor Counter=

INTEG (counting-empty counter,0)

Use Cases Completed=

INTEG (Light Refactoring,0)
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Approved Code=

INTEG (Approval Rate-Light Refactoring,0)

Defects Pending Rework=

INTEG (Defect Discovery Rate-Defects Missed during Rework

-Defect Corrected during Rework,0)

Code Pending Rework=

INTEG (Rework Discovery Rate-Rework Rate,0)

Defects Missed=

INTEG (Defect Escape Rate,0)

Code Pending Test=

INTEG (Write just enough code to pass the test+Rework Rate

-Rework Discovery Rate-Approval Rate,0)

Defects in Code Pending Test=

INTEG (New Defect Generation Rate+Defects Missed during Rework

-Defect Discovery Rate-Defect Escape Rate,0)

Newly Written Test=

INTEG (Write a new test-Write just enough code to pass the test,0)

Analyzed User Story=

INTEG (Analyse a new user story-Write a new test,0)
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B.3 Sensitivity Distributions

The distributions assumed by the moderator variables for the 1000 simulation runs in Section

3.4.2.1 and the beginning of Section 3.4.2.2 are given in Table B.1 below.

Table B.1: Sensitivity Distributions

Variable Distribution Mean Std. Dev. Min Value Max Value

Test Granularity Normal 1 0.5 0.5 1.5

Experience Level Normal 0.7 0.3 0.4 1

Test Effort Ratio Normal 0.6 0.2 0.2 1

DTSI Level Uniform - - 0 1
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